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Every unknown z; may change its value at most & times.
Each time, the list I[z;] isaddedto W .
Thus, the total number of evaluations is:
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Ad (2):

We only consider the assertion for monotonic  f; .
Let D, denote the least solution. We show:

e Dylz;] D Dz (all the time)
e D] D fieval = x; € W (at exit of the loop body)
¢ On termination, the algo returns a solution

408

Discussion

e Inthe example, fewer evaluations of right-hand sides are
required than for RR-iteration.

e The algo also works for non-monotonic  f;.
¢ For monotonic  f;, the algo can be simplified:

|Dlzi] = Dlzi|ut;] — [

e In presence of widening, we replace:
[Dlzi] = Dlwilut;| —= [Dlai] = Dlziut;]

e In presence of Narrowing, we replace:

Dlo] = Dlaijuts] — [Dlai] = Dia ]

... and update the testto t = D|z;].
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The Algorithm Discussion

W =[21,...,Za]; ¢ Inthe example, fewer evaluations of right-hand sides are

while (W # []) { required than for RR-iteration.
x; = extract W, e The algo also works for non-monotonic  f;.
t = feval e Formonotonic  f;, the algo can be simplified:

if (£ £ Dlxi]) {

| Dlzi] = Dz uty| = [}]
D] = D[sc:—]f&f;

In presence of widening, we replace:
4% = append [[z;] W; ° P _ g P
} Dlw] = Dlzi]Ut;| == |[Dlw = D[] t;]
} e In presence of Narrowing, we replace:
where: eval x; = Dz

Dlx] = DlzJut;] —= [Dlz] = Dlz]Mt;

... and update the test to ¢t = D|x;].
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The Algorithm Discussion

W =[x1,...,24); e Inthe example, fewer evaluations of right-hand sides are
while (W #£ []) { required than for RR-iteration.

r; = extract W; e The algo also works for non-monotonic  f;.

t = fieval; ¢ For monotonic  f;, the algo can be simplified:
if{ [Dled = Dlejut] — [}

Dlzi] = D[ﬂ?i]lﬁf;

In presence of widening, we replace:
W = append I[z;] W; * P _ widening P
) Dlw] = DlwiJut;| — [Dlxi] = Dlziut;]
} e In presence of Narrowing, we replace:
where: eval z; = D[z

Dlo] = Dlaijuts] — [Dlai] = Dia ]

... and update the testto t = D|z;].
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Caveat

Idea

The algorithm relies on explicit dependencies among the
unknowns.

So far in our applications, these were obvious. This need not
always be the case !

We need some strategy for extract which determines the
next unknown to be evaluated.

It would be ingenious if we always evaluated first and then
accessed the result ...

_— recursive evaluation ...

410

If during evaluation of f;, an unknown =z; is accessed,
x; s first solved recursively. Then x; isaddedto I[z;].

eval x; =

In order to prevent recursion to descend infinitely, a set
Stable of unknown is maintained for which solve just
looks up their values.

Initially, Stable =10 ...
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Caveat

e The algorithm relies on explicit dependencies among the

unknowns.

So far in our applications, these were obvious. This need not
always be the case !

e We need some strategy for extract which determines the
next unknown to be evaluated.

¢ It would be ingenious if we always evaluated first and then
accessed the result ...

—
E——

The Algorithm

where :

recursive evaluation ...

W = [z1,...,Za);
while (W # []) {
x; = extractW; q
t  =( fieval; ’ﬁ\ (QC/\,QY\’)
if (t Z DIE ] . ‘
Dlz;] = Dlz]Ut;
W = append [I[z;] W;
}
}
eval x; = Dixj]
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Idea

The FunctloH oI\.re(2 L><

If during evaluation of f;, anunknown =z; isaccessed,

x; isfirst solved recursively. Then z; is addedto [I[z;].

eval z; x; = solvexy;
Izj] = ;] U {zi};
Dz;l;

In order to prevent recursion to descend infinitely, a set
Stable of unknown is maintained for which solve just
looks up their values.

Initially, Stable =10 ...
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A
\<L/ *ﬂ
solve z; = if (x; ¢ Stable) {

Stable = Stable U {z;};

t = f;(eval z;);

(¢ Z Dlwi)) {
Diz;] = D[z;| Ut
W= Ix:]; Iz =W
Stable = Stable\W;
app solve W;

f
(/57 \ x".\x"%*—é W 7Q(’¢9/ﬁ>‘c

= fo b U700

The Function solve

solvez; = if (zi & Stable) {

Stable = Stable U {1“1'};

t = fi (eval z;);

if (t Z Dla) {
Diz;] = D[zi] Ut;
W = I[z); Iz =0
Stable = Stable\W;
app solve W

412
Example
Consider our standard example:
€Ty 2 {U} U Ty
z3 2 x3Nia,b}
T3 2 xr1 U {(:}

A trace of the fixpoint algorithm then looks as follows:
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Example

solve 2 eval 23 o3 solve x5 eval x3 x1 solve xq eval x1 x3 solve z3
stable!
I[z3] = {1}
] 1y U -0
2 o (Dl [ Dleal [ Dl [ W] Plai =
zz 2 z3Nia,b} I|za] = {za}
0 0 ¢ Ty, T2, T3 - {a}
z3 2 z1U{c} o '
{a} ] 0 Ta | 23 [a] = {a e}
Izs] =0
{(J'} V) m E solve @7 eval @y @3 solve x3
stable!
I {a} [} {a,c} T1), T Iea] = {21}
. Lo {a,c}
z1 | {73} tecy ] 0 [{ac) (73] 22 D] = {a. )
. s 7 Ilza] = 0
T2 w {u, ‘ } w {”7 ‘ } E smul T3 eval x3 solve x1
{a,c} | {a} |{a,c} [] stable!
x3 | {71, 72} LJ Ta] = (23}
{a, e}
ok |
I[zg] = {x1, 22}
{a,c}
Dlaa] = {a}
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»  Evaluation starts with an interesting unknown =z; (e.g., the Caveat Il

value at sfop)
e The recursive algorithm may not evaluate right-hand sides

> Then automatically all unknowns are evaluated which .
atomicly.

influence ;.
e Evaluations of right-hand sides may be continued which have

been started with out-dated data. =—= in some cases, it
may fail to determine the least solution !?!

> The number of evaluations is often smaller than during
worklist iteration.

»  The algorithm is more complex but does not rely on
pre-computation of variable dependencies.

» It also works if variable dependencies during iteration
change !!!

Idea

e |dentify outdated computations ...
= interprocedural analysis e Abort!l

416 417




Aleks Karbyshev, TU Miinchen
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1.7 Eliminating Partial Redundancies

Example

// xr+1 is evaluated on every path
// onone path, however, even twice.

421

Aleks Karbyshev, TU Miinchen
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Idea

(1) Insertassignments 7. = ¢; such that e is available at all
points where the value of ¢ is required.

(2)  Thereby spare program points where e either is already
available or will definitely be computed in future.

Expressions wii

ok

(3) Repracg-t jinal evaluations of ¢ by accesses to the

a the latter property are called very busy.

— we require a novel analysis ...

423



Goal
T = flj'[a]:C? ??ﬂ =xz+ 1 T = _’u"[a]:%> ?T =w+1
®\ — @\ ©
o T=xr+1 nh=T;
o
<?;‘lf[ﬁ] = Y1 + Yo; (?;U[::] =y +T;
422
Idea
(1) Insert assignments 7., = ¢; such that e is available at all

points where the value of ¢ is required.

(2)  Thereby spare program points where e either is already
available or will definitely be computed in future.

Expressions with the latter property are called very busy.

(3) Replace the original evaluations of ¢ by accesses to the
variable T..

— we require a novel analysis ...
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Idea

(1) Insert assignments 7. = ¢; such that e is available at all
points where the value of ¢ is required.

(2) Thereby spare program points where ¢ either is already
available or will definitely be computed in future.

Expressions with the latter property are called very busy.

(3) Replace the original evaluations of ¢ by accesses to the
variable 7.

— we require a novel analysis ...
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An expression ¢ s called busy along a path  , if the
expression ¢ is evaluated before any of the variables
x € Vars(e) is overwritten.

// backward analysis!

e iscalled very busyat w,if e isbusy along every path
mu —" stop .

424



An expression ¢ iscalled busy along a path =, if the
expression ¢ is evaluated before any of the variables
x € Vars(e) is overwriten.

// backward analysis!

e iscalledverybusyat u,if e isbusy along every path
mu —" stop .

Accordingly, we require:

Blu] = r]{[[:'r]]ri O|m:u—"stop}

where for m =k .. . kn:

[7IF = [k1]fo...o0 [kn]?
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An expression ¢ iscalled busy along a path « , if the
expression ¢ is evaluated before any of the variables
r € Vars(e) is overwriten.

// backward analysis!

e iscalledverybusyat w,if e isbusy along every path
mu —" stop .

Accordingly, we require:

Blu] = {[[1'r]]Ii 0| m:u—"* stop}

where for m =k .. . kny:

[[:rr]]Ii = [[,lcl]lri 0...0 [[.lfm}]ti
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Our complete lattice p given by:
@D

The effect [k]* ofanedge k= (u,lab,v) only depends on

lab ,i.e., [K]* = [lab]* where:

LIFB = B

[Pos(e)]* B [Neg(e)]* B

[t =e]*B (B\Ezpr,) U {e}
[

[

r = Mle];J! B (B\Ezpr,) U {e}
Me1] = ex;]* B B U {e,ea}

426

Our complete lattice is given by:

B= QE.Lpr\ Vars W|th C

The effect [k]* ofanedge k= (u,lab,v) only depends on

lab ,i.e., [k]* = [lab]* where:

L) B = B

PosF B = [Neg(oll'B

[x =¢]* B = (B\Ezpr,) U{e}
[t = Mle;]* B = (B\Ezpr,)U{e}
[Mlei) =ex;]* B = BU{ey, ez}

T=e,
\ T A
hrt_« = Ve ws

=2

with C = 2

= BuU{e}

= BU{e}



These effects are all distributive. Thus, the least solution of the
constraint system yields precisely the MOP — given that stop is

reachable from every program point.

Example
7 (]
6 | {y1+ wo}
z = Md]; n=z+1; 5 {J: ' 1}
4| {z+1}
yz =+ 1; : {JI : 1}
2| {z+1}
Mz] = 1 + y2; 1 0
0 (]
427
In the Example
4 | 5 |
0 ] 0
x = M]a]; n 1 4 y
2 ] {z+1}
3 # {z+1}
yz =+ 13 4 {z+ 1} {z+ 1}
Mz] = y1 + y2; 5 o {:J‘ y 1}
6 [z +1} {1 + 12}
7| {z+1,y1+ ya} 0
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A point « is called safe for ¢, i
either available or very busy.

Idea

¢ We insert computations of ¢

f

suchthat e

available at all safe program points.

e Weinsert T, = ¢; after every edge (u, lab, v

with

e € AlulUBlu] ,i.e.,

becomes

428
In the Example

L[ 4 B

0 1] 0

T = Mla]; m=z+1 |1 1] 0
2 4 {z+1}
3 1] [z + 1}
y2 =141 1 o P
Mlzl=w +ys |9 @ {z+1}
6 {z+1} {1 + 2}

Tl {x+1m +y} 1]

433




Im Example

\r\ 1 =z+1; | ‘ A | b |
= Mlal; _LU ] ]
[} )}
C‘DI;:(\/AD 2 ) {z+ 1}
3 0 (& +1)
4 {::1 t l} {:J‘ t l}
—-Ulﬂme T 5 o {z+1}
6 {::1 t 1} {?j] t ,?,'z}
7| {=+ 1,y +y2} ]
434
Transformation 5.1
O ®
lab  e— lab
® O
T.=¢; (c€Bh ]\[[t'uh]] (A[u] U B[u]))
O,
I.=e (ee B[]
\ED q

429

Apoint u« iscalledsafefor e,if e¢c Au]UB[u|,ie., e
either available or very busy.

Idea

e We insert computations of ¢ suchthat e becomes
available at all safe program points.

e Weinsert T, = ¢; after every edge (u, lab, v) with

e € Blv|\[lab ]] (Alue] U Blu])

428

Transformation 5.1

O, ()

lab  e— lab
@ O
T.=¢e; (c€ B[r]\[[hrb] (A[u] U B[u]))
®
T. =e¢; (eeB])

\® ﬁ

429



Transformation 5.2

/f analogously for the other uses of

// at old edges of the program.

€

430
In the Example @
=
]
0 # #
x = M]al; m=z+1; |1 [} @
2 0 {z+1}
3 # [z +1}
=+l 4 P "
Mlz]=y1 +yz; | O ] {z+1}
6 {z+1} {1 + 2}
7 {z+ 1Ly + e} ¢

432

Transformation 5.1

O, O,
lab  — lab
® O
T.=¢; (e€ Bl]\[ably (Al UB[])
®
T, e; (('ES[:‘])
@ ﬁ
429
Correctness

Let = denote a path reaching v after which a computation of

an edge with ¢

Then there is a
k = (u,lab,u)

follows.

maximal suffix of 7 such that for every edge
in the suffix:

€€ |[/ub]|34(A[ir] U Blul)

AvB AVB AVB AVB B
O—0O-0-0-0-®

=
<

<.
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Correctness

Let = denote a path reaching » after which a computation of
an edge with ¢ follows.

Then there is a maximal suffix of 7 such that for every edge
k = (u,lab,u") inthe suffix:

e € [lab]’(Alu] U Blu])

AvB AvB AvB AvB B

Co—0O0~-0O0-0-0~0

435

Correctness

Let = denote a path reaching v after which a computation of
an edge with ¢ follows.

Then there is a maximal suffix of =« such that for every edge
k = (u,lab,u") in the suffix:

eE [[fub}]&(A[u] U Blu])

In particular, no variable in ¢ receives a new value.

Then T, =¢; isinserted before the suffix.

A

% > r‘:CA)_» A A Gl)
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Correctness
Let = denote a pathreaching v after which a computation of
an edge with ¢ follows.

Then there is a maximal suffix of « such that for every edge
k = (u,lab,u’) inthe suffix:

e e |[1u.b]|54(,4[n] U Blu])

In particular, no variable in ¢ receives a new value.

Then 7T, =e; isinserted before the suffix.

A A A A A
}f T=c¢;
436
Correctness
Let = denote a path reaching v after which a computation of

an edge with e follows.

Then there is a maximal suffix of = such that for every edge
k = (u,lab,u’) inthe suffix:

€€ |[/ub]|54(A[ir] U Blul)

In particular, no variable in ¢ receives a new value.

Then 7T, =e¢; isinserted before the suffix.

A

Q_ -0-0-0-0

(
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We conclude We conclude

e  Whenever the value of ¢ isrequired, e is available. e  Whenever the value of ¢ isrequired, e is available.
— correctness of the transformation — correctness of the transformation
e Every 7T = e¢;whichis inserted into a path corresponds to an e FEvery 1 = e¢;whichisinserted into a path corresponds to an
e which is replaced with 7. e which is replaced with 7.
—_— non-degradation of the efficiency = non-degradation of the efficiency
437 437

Caveat T =b+3; may notbe placed before the loop :
1.8 Application: Loop-invariant Code
Example

for (¢ = 0;i < m;i++)
ali] = b+ 3;

// The expression b+ 3 isrecomputed in every iteration.
// This should be avoided !

—— There is no decent place for 7T =b+3;.
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Caveat T =10+ 3; may not be placed before the loop : The Control-flow Graph

Neg(i < n)

—— There is no decent place for 7' = b+ 3;.
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Caveat T =b-+3; may not be placed before the loop : ...now there is a place for T =¢;.

Neg(i < n)

0=
Neg(i < n) Pos(z < 77]

—— There is no decent place for T = b+ 3;.
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Idea Transform into a  do-while-loop ... ... now there is a place for T =e;.

Neg(i < n)

Neg(i < n)

Neg(i < n)

Pos(i < n) @
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Pos(i < n)

Idea Transform into a  do-while-loop ...

Neg(i < n)

Pos(i < n)

Neg(i < n) )
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