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Example (cont.): al[7]--;

Th=A4+T In=A47 Tn=A4+T

T; = By — 1; T =B —1 T =B1—-1;
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1.4 Constant Propagation

Idea:

Execute as much of the codgt compile-time as possible!

Exar@f:
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1.4 Constant Propagation

Idea:

Execute as much of the code at compile-time as possible!

Example:

261



Obviously, = has always the value 7 )

Thus, the memory access is always executed :-))

Goal:
Neg (z > 0)
263
Generalization: Partial Evaluation

Neil D. Jones, DIKU, Kopenhagen
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Obviously, = has always the value 7 :)

Thus, the memory access is always executed :-))

Goal:
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Idea:

Design an analysis which far every 1w,

e determines the values which variables definitely have;
e tellswhether « canbereachedatall :-)
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M[A] = B;



Idea:

Design an analysis which for every u,

e determines the values which variables definitely have;
o tellswhether u canbereachedatall :-)

The complete lattice is constructed in two steps.
(1) The potential values of variables:
ZT =Zu{T} with zCy iffy=Torz=y
T

@@ O @ @ -

267

Caveat: Z' is nota complete lattice in itself :~(

(2) D= (Vars =+ Z"), = (Vars = Z")U {1}
// L denotes: "not reachable” :-))

Wlth D1 E D2 |ff 1= D1 or
DizC Dyx  (z € Vars)

Remark: D isa complete lattice )
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Caveat: ZT is notacomplete lattice in itself :~(

() D= (Vars = Z7), = (Vars = ZT)u {L}
// L denotes: “not reachable” :-))

Wlth Dl ; D2 |ﬁ L = D1 or
DyxC Doz (z€ Vars)

Remark: D isa complete lattice :-)

< T
i»u—% ,?%—b

\

———
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Caveat: Z" isnota complete lattice in itself :-(

(2) D= (Vars - Z"), = (Vars - ZTYu{L}
// L denotes: “not reachable” :-))

Wlth D1 E D2 |ff 1= D1 or
DixC Doz (x € Vars)

Remark: D isa complete lattice =)

Consider XCD.Wlog., 1lgX.
Then X C Vars = Z' .
If X=0,then [[X=1¢€D :)
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If X#0 ,then []X =D with

Dz = |J{fz|feX}
B {z it fr=z (feX)

T otherwise

)

Foreveryedge k= (_,lab, ), construct an effect function

[k]* = [lab]* : D — D which simulates the concrete computation.

Obviously, [lab]f L= 1 forall lab =)
Nowlet | # D e Vars — Z'.

21

If X#( ,then ||]X =D with

Dr = |[{fz]|feX}
_ {z it fe=z (feX)

T otherwise

Foreveryedge &= (_,lab,_),construct an effect function

[k]* = [lab]* : D — D which simulates the concrete computation.

Obviously, [[xub]p@@ forall lab &
Now let Vars — Z.7.

2n

If X#0 ,then [|X =D with

Dz = |{fz|feX}
B {z it fr=z (feX)

T otherwise

'{ % 9 ’LJ)41T‘
i\ckﬁ—g)? =
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Idea:

¢ Weuse D todetermine the values of expressions.

e For some sub-expressions, we obtain T )
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Idea:

L]

L]

We use D to determine the values of expressions.

For some sub-expressions, we obtain T =)

Tx @y §ximS 54T

~ T
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Idea:

We use D to determine the values of expressions.

For some sub-expressions, we obtain T =)

—
—

We must replace the concrete operators O by abstract
operators [O¢ which canhandle T :

T if a=Torb=T
aOfph =
aOb otherwise

The abstract operators allow to define an abstract evaluation
of expressions:

[e]f : (Vars = ZT) = ZT
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Idea:

¢ Weuse D todetermine the values of expressions.
e For some sub-expressions, we obtain T :-)

—
——

We must replace the concrete operators O by abstract
operators [* which can handle T :

T if a=Torb=T
adlh=
aOb otherwise

274

Abstract evaluation of expressions is like the concrete evaluation
— but with abstract values and operators. Here:

[]* D = ¢
[e10ex]f D = [e]t D O#[ey]* D

... analogously for unary operators :-)
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Abstract evaluation of expressions is like the concrete evaluation
— but with abstract values and operators. Here:

|[(:]]1D = ¢
I[(.lr‘(ig]]jD = H(.lﬂjDDiﬂ(::g]]iD

.. analogously for unary operators  :-)
Example: D={xm 2,y T}
[t +7*D = [z]F D +* [7)*D

= 2447
=9

[+ —yfD = 2-FT
= T
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At start, wehave Dt ={z— T |z e Vars}.

Example:
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Thus, we obtain the following effects of edges  [lab]* :

LIF D

[Pos (e)]F D
[Neg (e)]* D
[t =e]*D

[z = Mle|;]* D
[Mlei] = exs]* D

1L if 0=[e'D
{ D otherwise

D if 0C[e]fD
{ L otherwise
D@ {z s [e]* D}
Da{r— T}
D

... Whenever D#1 )
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Thus, we obtain the following effects of edges  [lab]* :

[FD
[Pos (e)]F D

[Neg (e)]* D

[ =¢)FD
[r = Mle] :]: D
[Mlei] = ex5]* D

) D= EX@?}

L oo TS @b

D if 0C[efD
{ L otherwise

D @ {x— [¢]* D}
D@{r— T}

D

... whenever D#1 )
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At start,we have (Dt 5 {z — T |z € Vars} .

Example:

Neg (z > 0) /™ Pos (z > 0)

The abstract effects of edges
effects of paths = =k ...k,

[ = [kJFo.

Idea for Correctness:

279

[k]* are again composed to the
by:

o[k]t :D—D

Abstract Interpretation
Cousot, Cousot 1977
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At start, we have Dt ={z— T |x € Vars}.

Example:

280

Patrick Cousot, ENS, Paris
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Patrick Cousot, ENS, Paris

(1) Values: A CZxZT
zAa iff
Concretization:
if
G- (o)
Z if la=

The abstract effects of edges [k]* are again composed to the
effects of paths 7 =k ...k by:

[7]F =[k]fo...o[k]* :D—=D

Idea for Correctness: Abstract Interpretation
Cousot, Cousot 1977

Establish a description relation A between theconcrete values
and their descriptions with:

tAa; N aCay — zxAas

Concretization: ya={z|zAa}
// returns the set of described values :-)
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(1) Values: ZxZT
rAa iff z=aVa=T
Concretization
alC T
a=T
(2) Variable Assignments: A C (Vars = Z) x (Vars = Z7),

pAD iff DAL A pr é}) ¢ (z€ Vars)

Concretization:

{ 0 if
yD =
{p|Va: (pr)A(Dzx)} otherwise
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Values: ACZxZT

(1)
& %Coxr@&j% BT =

§ e Ekfbyf—f{f{%ai ! Zgj(: S

(2) Variable Assignments: A C (Vars = Z) x (Vars 5 27),

pAD iff DL AN prCTDx (ze€ Vars)

Concretization:

0 if D=1
1D =
{ {p|Vx: (px) A(Dz)} otherwise

285

The abstract semantics simulates the concrete semantics
-)
In particular:

[7] s € v ([]* D)

288

Example: {z Ly =7} A {z— T,y =T}

(3) States:

A C ((Vars =+ Z) x (N — Z)) x (Vars = ZT) .
(p,p) A D iff pAD

Concretization:
D— ] if D=1
{(p,p) |[Vz: (px) A(Dzx)} otherwise
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We show:

(*) If sAD and [x]s isdefined,then:
(I7]5) A (I« D)

]
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The abstract semantics simulates the concrete semantics
)

In particular:

[r] s € v {[=]* D)

288

To prove (), we show for every edge & : Eﬁj S é& E:ﬁ

&

k
[ ———T{s]

_
AR o

Then (%) follows by induction :-)
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The abstract semantics simulates the concrete semantics
)
In particular:

[x] s € v ([x]* D)

In practice, this means, e.g., that Dz = -7 implies:

/ x 7 foral pe~D

!
I

= ppx = =T for (p1,_)=[n]s
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To prove (), we show for every expression e :

(x#x) ([e]lp) A ([e]*D) whenever pA D
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To prove (=x), we show for every expression e: To prove (xx), we show for every expression e:

(xxx) ([e]p) A ([eJFD) whenever pAD (#xx) ([clp) A (le]*D) whenever pAD
To prove (= * =), we show for every operator 0O : To prove (=), we show for every operator O :
? Z (x0y) A (zFO%H whenever = A 2 Ay Ay (x0y) A (z"0%%")  whenever z Azf Ay Ay

This precisely was how we have defined the operators 0f :-)
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