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2.3 Procedures

We extend our mini-programming language by procedures without
parameters and procedure calls.

For that, we introduce a new statement:
10:

Every procedure [/ has a definition:
fFO { stmt™ }

Additionally, we distinguish between global and local variables.

Program execution starts with the call of a procedure main () .

520

... in the Example:

mainf )
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In order to optimize such programs, we require an extended operational

semantics :-)

Program executions are no longer paths, but forests:




.. in the Example:
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The function [.] is extended to computation forests:  w :
[w] : (Vars = Z) x (N = Z) = (Vars = Z) x (N = Z)

Foracall k= (u, f();,v) we must:

e determine the initial values for the locals:
enter p = {x — 0|« € Locals} @ (p|ciobais)

e .. combine the new values for the globals with the old values for the
locals:

combine (p1, p2) = (P1] Loeats) © (P2| Globass)

e ... evaluate the computation forest inbetween:

[k ()] (p, ) = let (p1,p1) = [w] (enter p, p)
in  (combine (p, p1), f41)
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The function [.] is extended to computation forests:  w :
- in the Example: [w] : (Vars — Z) x (N = Z) — (Vars = Z) x (N = Z)
Foracall k= (u, f():;,v) we must
A N .
! 2 &) @ e  determine the initial values for the locals:
* o enter p = {o — 0| 2 € Locals} @ (p|aiobass)
O——D—C)—0) QB . _
~ \r e .. combine the new values for the globals with the old values for the
locals:

combine (p1, p2) = (1| Locats) © (P2 Globats)
e .. evaluate the computation forest inbetween:

[[ {u H]( = let (,0),_,{2): w] (enter p. p1)
PIANS < ) in  (combine (&'@),&_)




... in the Example:
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In order to optimize such programs, we require an extended operational

semantics )

Program executions are no longer paths, but forests:

—

The function [.] is extended to computation forests:  w :
[w] : (Vars = Z) x (N = Z) — (Vars = Z) x (N - Z)

Foracall k= (u, f():;,v) we must:

e  determine the initial values for the locals:

enter p = {x+— 0|z € Locals} D (p|Grobass)

e ... combine the new values for the globals with the old values for the

locals:
combine (pl? .{)2) - (f)1|LocﬂL§) &b (.{)2|(ffobﬂi5)

e .. evaluate the computation forest inbetween:

[k ()] (gp) = let (p1,1) = [w] (enter p, jz)
in  (combine (p, p1), f1)

... in the Example:
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The function [.] is extended to computation forests:  w :
[w] : (Vars = Z) x (N = Z) = (Vars = Z) x (N = Z)

Foracall k= (u,[();,v) we must:

e  determine the initial values for the locals:
enter p = {x — 0|z € Locals} ® (p|crobass)

s ... combine the new values for the globals with the old values for the
locals:

combine (p1, p2) = (P1]Locats) © (P2| crobats)
e ... evaluate the computation forest inbetween:

[k )] (p, ) = let (p1,p1) = [w] (enter p, p)
in  (combine (p, p1), 1t1)

The function [.] is extended to computation forests:  w :
[w] : (Vars = Z) x (N = Z) = (Vars = Z) x (N = Z)

Foracall k= (u, f();,v) we must:

e determine the initial values for the locals:
enter p = {x — 0|« € Locals} @ (p|ciobais)

e .. combine the new values for the globals with the old values for the
locals:

combine (p1, p2) = (p1]Locats) B (P2| Giobars)
e ... evaluate the computation forest inbetween:

[% (HH]M) = et (py. ) = [w] (enter p, p)

in  (combine (p, p1), f41)

Configurations:
——

configuration == stack x store

store = globals x (N — Z)

globals = (Globals = Z)

stack = frame - frame”

frame = point x locals

locals = (Locals = Z)

A frame specifies the local state of computation inside a procedure
call :-)

The leftmost frame corresponds to the current call.

Configurations:
configuration == stack X store
store = globals x (N — Z)
globals = (Globals — Z)
stack = frame - frame”
frame = point X locals
locals =

(Locals = Z)
st

A frame specifies the local state of computation inside a procedure
call :-)

The leftmost frame corresponds to the current call.
—_—




Computation steps refer to the current call :-)

The novel kinds of steps:

call k= (u,f();,v
(| () -0, (7. 11))

((up, {r = 0|z € Locals}) - (v, p)
g entry point of f

retum:—.

((ry, ) -0, (ro ) (o, (v 1)

ry return pointof f
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Computation steps refer to the current call :-)

The novel kinds of steps:

T (o, T Lo}, )

up entry pointof [
return:
(s ) 0 ) = (gt )
o

ry  teturn pointof f

g

._0—1 <A‘r’

i)

—

The call stack explicitly implements the DES traversal through the
computation forest :-)

... in the Example:

529

The call stack explicitly implements the DFS traversal through the
computation forest :-)

- >

... in the Example:
==

HE
o
I




... in the Example:

©
®

© |Ilf2'\
}

Ny

9
—~©
E—

(6} —(7) IC)
O—EO—0 ©

F

d GO0~

524

®

@)

The call stack explicitly implements the DFS traversal through the
computation forest :-)

... in the Example:

529

The call stack explicitly implements the DES traversal through the
computation forest :-)

... in the Example:

[2]f

The call stack explicitly implements the DFS traversal through the
computation forest :-)

... in the Example:




The call stack explicitly implements the DFS traversal through the
computation forest :-)

... in the Example:
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The call stack explicitly implements the DFS traversal through the
computation forest :-)
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... in the Exammples————-
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1. Idea: Inlining

Copy the procedure body at every call site !!! ... yields:

Example: abs () {

g = —dq;
if (2, <ay) { ret =ay; goto cuil; }
abs () { maz () { ret = ay:
) = —ay; if (a, <ay) { ret=uay; goto cuil;

maz (); e/ ret = ay;

542
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Problems:

e The copied block may modify the locals of the calling procedure
R 5

m

e  More general: Multiple use of local variable names may lead to

errors.
e  Multiple calls of a procedure may lead to code duplication

e How can we handle recursion 777

544

1. Idea: Inlining

Copy the procedure body at every call site !!!

Example:

abs () { maz () {
g = _”2’—._

maz (); L_/ ret = ag;

542
... yields:
Problems:
abs () { e The copied block may modify the locals of the calling procedure
ay = —aq; 299
if (a; <ay) { ret=uay; goto cril; } e  More general: Multiple use of local variable names may lead to

ret = ay;

543

erTors.
e  Multiple calls of a procedure may lead to code duplication

e How can we handle recursion 777
———

544

if (a; <ay) { ret =ay; goto _cuil;




Detection of Recursion:

‘We construct the call-graph of the program.

In the Examples:

Call-Graph:

e  The nodes are the procedures.

e Anedgeconnexts ¢ with /£, whenever the body of g
contains a call of £ .

Strategies for Inlining:

e  Just copy nur leaf-procedures, i.e., procedures without further calls
— -
)

e  Copy all non-recursive procedures!

... here, we consider just leaf-procedures :-)

Detection of Recursion:

‘We construct the call-graph of the program.

In the Examples:
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Transformation 9:

0 (x € Locals)
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Transformation 9:

Note: ? )
®

e The Nop-edge can be eliminated if the stop-node of [ has no
—_——e
out-going edges ...

N

?r F 0, (a
e The a; arethecopies of the locals of the procedure /. —
¢  According to our semantics of procedure calls, these must be copy
initialized with 0 :-) of f

548 547
2. Idea: Elimination of Tail Recursion
F0{ int b
if (ay <1 ret = a,; goto cuil;
Note: (az ) { 15 B }
b=ay-as

e  The Nop-edge can be eliminated if the stop-node of [ has no
out-going edges ...

70
e The a; arethecopies of the locals of the procedure [ o M

e  According to our semantics of procedure calls, these must be ]

initialized with 0 :-)
After the procedure call, nothing in the body remains to be done.

— We may directly jump to the beginning :-)

... after having reset the locals to 0.

S48 549




... this yields in the Example:

FO 1 it b
B if (ay < 1) { ret=ay; goto _cxil; }
b=a; - as;

s = a9 — 1;

ay = b;
h/—ﬂgjgoto _

et

}

// It works, since we have ruled out references to variables!

Transformation 11:

Warning:

> This optimization is crucial for programming languages without
iteration constructs !!!

> Duplication of code is not necessary  :-)

> No variable renaming is necessary :-)

> The optimization may also be profitable for non-recursive tail calls
)

> The corresponding code may contain jumps from the body of one
procedure into the body of another 77?7

Warning:

> This optimization is crucial for programming languages without
iteration constructs !!!

»  Duplication of code is not necessary  :-)

> No variable renaming is necessary :-)

> The optimization may also be profitable for non-recursive tail calls
)

» The corresponding code may contain jumps from the body of one
procedure into the body of another 77?7
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2. Idea: Elimination of Tail Recursion

... this yields in the Example:

fO { int b
if (ay <1) { ret=a,; goto _cut; } fO{ int b
b =ay-ay _J if (ay <1) { ret =ay; goto _cuil; }
ay = as — 1; b= ay - as;
a; = b; s = as — 1;
F0; ay = b;
_exit b=10; goto _
} ¢ il
After the procedure call, nothing in the body remains to be done. } ;a
= We may directly jump to the beginning  :-) / It works, since we have ruled out references to variables!
... after having reset the locals to 0.
549 550
Warning: Background 4: Interprocedural Analysis

> This optimization is crucial for programming languages without
iteration constructs !!!

> Duplication of code is not necessary  :-)

> No variable renaming is necessary :-)

> The optimization may also be profitable for non-recursive tail calls
)

> The corresponding code may contain jumps from the body of one
procedure into the body of another 77?7

552

So far, we can analyze each procedure separately.

> The costs are moderate :-)
> The methods also work in presence of separate compilation

» At procedure calls, we must assume the worst case  :-(

> Constant propagation only works for local constants__ :-((

Question:

How can recursive programs be analyzed 777

)




Example:

Constant Propagation

main{) { int #; wake) {
t

Example: Constant Propagation

main( 0 workg ( \\

=0 if (01) werkfy;
if (1) MpF=3; ret=ay; O <
— t = (L
= t: & } o @rc #
work 6: ay =0
ret = 1 — ret; ()
} \.-‘JOH“(\-\I'-I.
®
ret = 1;
554 556
Example: Constant Propagation

maini)

0 workg () \

warkg( );

ret = 1;

®
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(1)  Functional Approach:
’-—__.—-—"——-—D

Let D denote a complete lattice of (abstract) states.
Idea:

Represent the effect of () by a function:

[f]f: DoD

o ——




Micha Sharir, Tel Aviv University Amir Pnueli, Weizmann Institute

In order to determine the effect of a call edge % = (u, [ ();,v) we
require abstract functions:

entert : DD

combine! : D2 D

Then we define:

[k D = combine* (D,[/]* (enter* D))

... for Constant Propagation:

D = (Vars = Z7),

1 if D=1
enter! D =

D|grotats & {# +— 0| & € Locals}  otherwise

_ I if Dy=1vDy=1
combine? (D}, Dy) =
D1\ Locats @ Da| grobas — otherwise

Example: Constant Propagation

main() @

Neg (a1)

Neg (1) Pos (t)

work(); EW M(\i _




%oz

. ... for Constant Propagation: ?
(D Functional Approach: 0 pag .x.h/(
Let [ denote a complete lattice of (abstract) states.
D = (Vars = Z7),
Idea: _ N
1 it D=1
enter! D =
Represent the effect of () by a function: Dlgiopas ® {x — 0| = € Locals} otherwise
- combine® (Dy, Dy) =
[/FF: DD Di|rocats @ D2l Grosars — otherwise
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In order to determine the effect of a call edge k& = (. [ ():,0) we ... for Constant Propagation:
require abstract functions:
enterf : D—-D D = (Vars = Z7),
combine : D? > D
" .
T if D=1

Then we define:

[K]* D = combine® (D, [f] (enter® D))

) . —

359

enter* D = {J'-

combinci(Dl,_pQ) = | 4

Di Locats D D2|Globats

560

—

Dlciopas @ {7 — 0| 2 € Locals}  otherwise
—_—

if = —

otherwise




In order to determine the effect of a call edge % = (u, [ ();,v) we

require abstract functions:

enter? : DD

combine! : D2 =D
>
Then we define:

[k]* D = combine® (D, [f] (enter* D))

559

Problems:

e  How can we represent functions f : D — D777
———
e If #D=oc,then D — 1 hasinfinite strictly increasing

chains :~(

Simplification: Copy-Constants

P —— Y
> Conditions are interpreted as ; :-)
> Only assignments = —¢; with e€ Vars UZ are treated
et ————
ey
562

Observation:

> The effects of assignments are:
D@ {r—c} if e=ceck
[t=e]!D = Da{r— (Dy)} if e=yeE Vars
Da{r—T} otherwise

> Let V denote the (finite !!!) set of constant right-hand sides.

Then variables may only take values from Vo)

> The occurring effects can be taken from

Dy - D;  with Dy =(Vars > V")

> The complete lattice is huge, but finite !!!

563

Improve ment:

»  Not all functions from Dy — D, willoccur :-)
> All occurring functions AD. L # M are of the form:

M = {o= (.U, v) |7 € Vars} where:
M D {r+— (b, L |_|_,_“C1,_. Dy) |« € Vars} fir D # L

> Let M denote the set of all these functions. Then for
My, My e Ml (My# XD. L # Ms):

(J\-fl L ﬂ-fg) r = (ﬁ-fl .!'} L (ﬂ-fg .l')

> For k=+#Vars , M hasheight Ok :)

564




Problems:

e  How can we represent functions [ : D — 77?7

e If #ID=oc,then D — I hasinfinite strictly increasing
chains :-( s

{ A
(N=>2) > V=>4
Simplification: Copy-Constants <
L) %

£
> Conditions are interpreted as %2\,

> Only assignments = —e; with e € Vars UZ are treated
exactly :-)

562

The effects [/]* then can be determined by a system of

over the complete lattice ) -1 : # *
s
[ 2 Id v entry point _ﬁ_’_‘ Z l?
[]f 2 [k]F o [u]? k= (u,_,v) edge

/T

ILJ

[[‘s'f.r)p‘f]j stopy end pointof [

[P : D —D describes the effect of all prefixes of (&mpw = Q/(Lé_

forests w of a procedure which lead from the entry pointto v~ :-) —

T —) T

561

(1)  Functional Approach:

Let 1) denote a complete lattice of (abstract) states.
—a —
Idea: - —_—
Represent the effect of () by a function:
[/l : DoD

Improve ment:

»  Not all functions from Dy — D, willoccur :-)
> All occurring functions AD. L # M are of the form:

M = {rw (b UL, s} where:
M D {r+— (b, L |_|_,_“C1,_. Dy) |« € Vars} fir D # L

> Let M denote the set of all these functions. Then for
My, My e Ml (My# XD. L # Ms):

(J\-fl L ﬂ-fg) r = (ﬁ-fl .!'} L (ﬂ-fg .l')

> For k=+#Vars , M hasheight Ok :)
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[lT]pI‘O\"E ment:

> Not all functions from [y — Dy willoccur :-)

> All occurring functions AD. 1 # M are of the form:

M = {x H‘EL_IJ_L_LGL_@} | v € Vars}
MD = {e— (b U, Dy) |z € Varsy

where:

fir D# L

> Let M denote the set of all these functions. Then for

My, MyeM (M, #AD. L # M):

(MyUMs)x = (Myz)U(Msx)

——

> For k=+#Vars , M hasheight O(k?) )

Qe
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Improvement (Cont.):

> Also, composition can be directly implemented:

(ﬂflﬂeélfg) r = bU Ll,z;cf' 1y with
Vo= bU| b
I' = UL where
My = bu |—|uC1 Yy
M,z = b.U |_|”U__ y

»  The effects of assignments then are:

ldyoe @ {r—=c} if e=ceZ
[e=c] = ldvre @{z =y} if e=ye Vars
Id e @ {2 +— T} otherwise

565

[mprovement  (Cont.):

> Also, composition can be directly implemented:

(ﬁfl o 4\12) xT
- ¥ o= buUll,,b.

I = UL where
M, r» = bU LI;,CI y
Myz = b.U LIUC LY

> The effects of assignments then are:

T |_|yd, Y with

Id s @ {‘I' 3 r'} if e=cecZ
[r=e]' =  ldy®{r—y} if e=ye Vars

Idy,.. @ {z+— T} otherwise

565

Improve ment:

»  Not all functions from Dy — D, willoccur :-)
> All occurring functions AD. L # M are of the form:

M = {r= (Ul v) |7 € Vars} where:
M D {r+— (b, L |_|”C1,_. Dy) |« € Vars} fir D # L

> Let M denote the set of all these functions. Then for
My, My e Ml (My# XD. L # Ms):

(J\-fl L ﬂ-fg) r = (ﬁ-fl .!'} L (ﬂ-fg .!')

> For k=+#Vars , M hasheight Ok :)
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