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r -+ 1 need only be computed along one path ;-(
Problem:
Idea:

e  The definition = =¢; (x & Vars,) may only be moved to an
edge where ¢ issafe )

e  The definition must still be available foruses of = ;-)

We define an analysis which maximally delays computations:

LJF D =D
|[ D D\(Use, UNDef YU {z =e} if =& Vars,
T =e; =
7 D\(Use, U Def ) if x¢€ Vars,
4T w




.. Where:
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Problem:
Use. = {y=¢ilye Vars.} e  The definition » =¢; (x & Vars,) may only be moved to an
Def, = {y=¢:|ly=avre Vars,} edge where ¢ issafe )
e  The definition must still be available for uses of = :-)
We define an analysis which maximally delays computations:
[IF D = D
D\(Use. U Def YUz =c} if x& Vars,
et — [ DU e
Jse, U Def if x e Vars,
W ( f.)
La:: WK AA
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.. Where: ... where:
Use, = {,u =¢'; | 1y E l-"'a.'r's,} Use, = {,.'/ =¢: \ Iy E l-"m:‘;,}
Def, = {y=¢i|ly=avae Vars.} Def = {y=¢i|y=avare Vars.}

For the remaining edges, we define:

[0 = Me D = D\(Use,U Def )
[Mley] = 0P D = D\(Use., U Use,,)
[Pos(e)]F D = [Neg(e)f D = D\Use,




Warning:

We may move y = ¢: beyondajoinonlyif 1y = e canbe delayed

along all joining edges:

Here, 7 =+ 1: cannotbe moved beyond 1 !!!

We conclude:

The partial ordering of the lattice for delayability is given by “2”.
At program start: Dy = ().

Therefore, the sets  D[u] ofat u delayable assignments can
be computed by solving a system of constraints.

We delay only assignments « where «« has the same effect
as « alone.

The extra insertions render the original assignments as assignments
to dead variables ...
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At program start:

Therefore, the sets
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‘WE conclude:

—&¥a

The partial ordering

At program start:

... Where:

Use,

Def,

{y=2¢"]ye Vars.}
{y=¢"ly=arvae Vars,}

For the remaining edges, we define:

as « alone.

The extra insertions render the original assignments as assignments
to dead variables ...

[0 =MD = D\(Use,U Def))
[Mler] = e D = D\(Use., U Use,.,)
[Pos(e)]* D = [Neg(e)f D = D\Use,
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We conclude:

The partial ordering of the lattice for delayability is given by “D”. Transformation 7:

At program start: Dy = (). @

Therefore, the sets D[u] ofat w© delayable assignments can € P\[iab*(Dlu])

be computed by solving a system of constraints. ?M m;-

We delay only assignments o where «aa has the same effect ©) O

a € [lab]*(Du])\P[x]
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o € [Neg(e) [ (PLI\Dl1] Tefas(e) ] (D[u])\Dles]

Note:

Transformation T7 is only meaningful, if we subsequently eliminate
assignments to dead variables by means of transformation T2 :-)

In the example, the partially dead code is eliminated:

Transformation 7:

o € Dlul\[lab]*(Dlu))

l

a € [lab]#(D[u]\D[+]
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?r' € D[ul\[Pos(e)]*(Dlu])
—

.\'._l:\'v-/GD\”l'\\'v- \'v-/@)\”ﬂ\h-.

Neg
@) @ O
o € [Neg(e) ] (DLIN\Dlo1] o € [Pos(e)[H(DL)\Dlre]
©2)

Note:

Transformation T7 is only meaningful, if we subsequently eliminate
assignments to dead variables by means of transformation T2 :-)

In the example, the partially dead code is eliminated:
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Remarks:
e After 7'7,alloriginal assignments y =¢: withy & Vars, are
assignments to dead variables and thus can always be eliminated [Tansformation 7:
)
o @)
e By this, it can be proven that the transformation is guaranteed to be a € Plu]\[leb]*(D[u])
non-degradating efficiency of the code :-)) ﬂD O
° Similar to the elimination of partial redundancies, the @ ’ i w
transformation can be repeated :-} a € [lab]*(Du)\DP[x]
®
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Remarks:

e After 7'7,alloriginal assignments y =¢; withy & Vars, are
assignments to dead variables and thus can always be eliminated
)

e By this, it can be proven that the transformation is guaranteed to be
non-degradating efficiency of the code :-))

e  Similar to the elimination of partial redundancies, the

transformation can be repeated :-}
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Conclusion:

»  The design of a meaningful optimization is non-trivial.

> Many transformations are advantageous only in connection with
other optimizations :-)

> The ordering of applied optimizations matters !!

> Some optimizations can be iterated !!!
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... a meaningful ordering:

M

r4 Constant Propagation

Interval Analysis

Alias Analysis

T6 Loop Rotation

['l, T3, T2 | Available Expressions
2 Dead Variables
R .
[7, T2 / Partially Dead Code -

T T2 T . - N
5, T3, l_\\\lzarnally Redundant Code
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... a meaningful ordering:

r4 Constant Propagation
Interval Analysis

Alias Analysis

T6 Loop Rotation

['l, T3, T2 | Available Expressions
2 Dead Variables
[7, T2 Partially Dead Code
3, T2 | Partially Redundant Code
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2 Replacing Expensive Operations by Cheaper

Ones

2.1 Reduction of Strength

(1) Evaluation of Polynomials

Idea:

flx) = (.. ((ap-x+ap1) -2+ an2)...) x+ay

(2) Tabulation of a polynomial f(z) of degree n:

flx) F a,-a"Wa,_1-a" o ar o ao
‘ H Multiplications ‘ Additions ‘ > Torecompute f(x) forevery argument x is too expensive :-)
' -th di stant 11
naive %-n,(n, 1) -r;: > Luckily, the n-th differences are constant !!!
re-use | 2n—1 | n
Horner-Scheme n n
482 483
2 Replacing Expensive Operations by Cheaper 1d
cd:
Ones
flx) = (..((an-x+an_1) T+ a,2)...)-x+ag
2.1 Reduction of Strength
(1) Evaluation of Polynomials (2) Tabulation of a polynomial  f(x) of degree n:
f(x) = (Jn'@'(.ln L I T P
H Multiplications ‘ Additions »  Torecompute f(x) forevery argument x is too expensive :-)

‘ s
—

L(/ W n(n+1) n
/r;@ 2n—1 n

Horner-Scheme n n
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+  Luckily, the n-th differences are constant !!!
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Example: flz) =32 — 52% + 42 + 13
Costs:
T
0 ] ]
| e 1 timesevaluation of f;
) e 5 -(n—1)-n subtractions to determine the ~A* ;
3 e 1 additions for every further value :-)
4 M
Here, the n-th difference is always
AN(f) =n!-ay, - (h step width) Number of multiplications only dependson  n  :-))
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9 A
. Example:
Simple Case: f(x)=a1 -z +ay
e .. naturally occurs in many numerical loops :-)

e The first differences are already constant:

flea+h)=f(x)=ay-h

for (i=ip;i<mnji=i+h) {
A=Ayg+b-1;

‘ , M[A] = ...

. Instead of the sequence: yi= flxog+i-h), i>0

we compute: yo=[f(xg), A=a,-h

yi=yii+A, i>0
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. or, after loop rotation:

i = ip; Neg(i <
if (i<n) do {
A=Ay+b-i;
M[A]=...;
i=1i+h;

} while (i < n);

P

0s(i <

Pos(i < n)

... or, after loop rotation:

i = ip;

if (i<n) do {
A=Ay+b-1i
M[A]=...;
i=1-+h;

} while (i < n);

Pos(i < n)

(2 '

Neg(

} while (i < n);
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Neg(i < n)

Pos(i < n)
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. and reduction of strength:
Warning:
. e The values 0,5, A, mustnotchange their values during the loop.
i= ii[]; - I .
if (<) { e i,/ may be modified at exactly one position in the loop :-(
it (z<<n
A—=b-h Nes(i < n e  One may try to eliminate the variable ¢ altogether :
A=Ag+ b iy
do { > ¢ may not be used else-where.
M[A] = . +  The initialization must be transformed into:
it=1+h; A1—‘1“‘I’J-f“.
A=A+ A > The loop condition ¢ <~ n must be transformed into:

A< N for N=Ay+b-n.

» b must always be different from zero !!!
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. and reduction of strength:

1= ip;
if (i <n) {
A=b-h; Neg(i <
A=Ag+b-ig:
do {
M[A] =..;
i=1i+h;
A=A+ A;
} while (i < n);
1

Warning:

e The values 0,5, A, mustnotchange their values during the loop.
e i,/ may be modified at exactly one position in the loop :-(

e  One may try to eliminate the variable ¢ altogether :

» ¢ may not be used else-where.

> The initialization must be transformed into:
Al = _1“ T ‘iJ' g .

> The loop condition ¢ < n must be transformed into:
A< N for N=Ay+b-n.

> b must always be different from zero !!!

} while (i < n);
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. and reduction of strength:
Warning:
e The values 0,5, A, mustnotchange their values during the loop.
i= ii[]; - I .
if (<) { e i,/ may be modified at exactly one position in the loop :-(
it (z<<n
A—=b-h New(i < 1) e  One may try to eliminate the variable ¢ altogether :
A= _"l[] +b- in:
do { > ¢ may not be used else-where.
M[A] = . +  The initialization must be transformed into:
i=1+h; A=Ay +b-ig.
A=A+ A > The loop condition ¢ <~ n must be transformed into:

A< N for N=Ay+b-n.

» b must always be different from zero !!!
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. and reduction of strength:

1= ip;
if (i<mn) {
A=b-h; Neg(i <
A= Ag+b-ip;
do {
M[A] =..;
i=1i+h;

A=A+ A;
} while (i < n);

... or, after loop rotation:

Es

i=ip: Neg(i < n)

if (i<n) do {
A=Ag+b-i;
M[A]=...;
i=1-+h;

Pos(i < n)

} while (i < n);

Pos(i < n)

Neg(i < n)
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. and reduction of strength:
i = i Approach:
1= 1g;
if (i<n) {
A=b-h; Neg(i < n) Identify
A=Ag+ b iy lODpS;
do . . .
{ iteration variables;
M[A] = ..
i=1i+h; constants;
A=A+ A the matching use structures.
} while (i < n);
1
Neg(7 < n)
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Loops:
... are identified through the node © with back edge (_,_,v) :-)
For the sub-graph G, ofthecfgon {w | v = w}, we define:

Loop[v] = {w|w—=*v in G,}
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Example:

© N
0 {0}
ro 1 {0,1}
e 2| {0,1,2}
3 {0,1,2,3}
0 41 {0,1,2,3,4}
(%) 51 {0,1,5}
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‘We are interested in edges which during each iteration are executed

;
.

exactly once:

This property can be expressed by means of the pre-dominator relation ...
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