Script generated by TTT

Title:

Date:

Seidl: Programmoptimierung (31.10.2012)

Wed Oct 31 09:32:54 CET 2012

Duration: 87:37 min

Pages: 82

Theorem Knaster — Tarski

Assume D is a complete lattice. Then every monotonic function
f:D—D hasaleast fixpoint dy € D.

Let

P—{deD|fdCd).
Then dy=[]P . j ><

X__
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Theorem Knaster — Tarski

Assume [ is a complete lattice. Then every monotonic function
f:D—D hasaleast fixpoint dy € D.

Let P={deD|fdCd}.
Then do=[]P

Proof:
(1) d() c P:
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Theorem Knaster — Tarski

Assume D is a complete lattice. Then every monotonic function
f:D— D hasaleast fixpoint do € I.

Let P={deD|fdCd}

Then do=[]P
Proof:
(1) ('l() eP:

CfdCd forallde P

|

b is a lower bound of P

P
—_— sincedy =[] P

— d()EP :-)
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Theorem Knaster — Tarski

Assume [ isa complete lattice. Then every monotonic function
f:D— D hasaleast fixpoint dy € .

Let P={deD|fdCd}.

Then do=[]P
Proof:
(1) d[] eP:

fdoC fdCTd forallde P
——  fdy 1isalower bound of P
— fdyCdy sincedy=[]P
— dye P =)

(2) fdo=4dy:
fdoEdy by (1)
—  f(fdy) C fdy by monotonicity of f
— fdpeP
— 4y C fdy and the claim follows :-)
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Theorem Knaster — Tarski

Assume [ is a complete lattice. Then every monotonic function
f:D—D hasaleast fixpoint dy € D.

Let P={deD|fdCd}.

Then do=[]P
Proof:
(1) d() c P:

fdoC fdCd foralld e P
fdo isalower bound of P
fdoCdy sincedy=[]P
dy e P )

1]
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Remark:

The least fixpoint dp isin P and alower bound :-)

—— dy istheleast value z with x J fx

Remark:

The least fixpoint dy isin P and alower bound :-)
—— dp isthe least value x with = J fx
Application:

Assume x; 3 filxg, ..., T), i=1,..., n (%)

is a system of constraints where all  f; : D" — D are monotonic.

—— least solution of(x) = least fixpoint of F'  :-)
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Example I: D=2V, fz=znaUb Example I:  D=2Y, fz=znaUb
FLfT
o] 0 U
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Example 1: D=2V, fz=znaUb

Example I: D=2V, fz=2naUb

LT LT
o] 0 U 0| 0 [
1| b |auUb 1 b |aUb
2 b |aUb
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Example I: D=2V, fz=znaUb Example I:  D=2Y, fz=znaUb
frr T fEL| T
o] 0 U 0| 0 U
1 b |aUb 1 b |aUb
21 b |auUb 2 b |aUb
Example 2:  D=NuU{s} Example 2: D =NuU{x}
Assume [z =z + 1. Then Assume fax =ax+1. Then
fll=f0=i i+ 1= 7L ffl=f0=q i+ 1=f*1
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—— Ordinary iteration will never reach a fixpoint

—— Sometimes, transfinite iteration is needed

126

-
=)




I
=3

Example 1: D fr=xnaub

STPL T

0=0 | U
l#=b |aUb
2 b |aUb
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Theorem

e L FL F?1, .. formanascending chain :

1L C FL C F'L C

e If F¥1 =FF'_1, asolutionis obtained which is the least one

-)

e Ifall ascending chains are finite, sucha k& always exists.

Proof

The first claim follows by complete induction:

Foundation: F° L = 1 C F'1 )
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Conclusion:

Systems of inequations can be solved through fixpoint iteration, i.e., by

repeated evaluation of right-hand sides :-)
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Example 1:

Example 2:

D=2Y fx=znaUb

Assume fa =a+ 1. Then

fEL| T
0| 0 U
1 b |aUb
2 b |aUb
D =NU {oc}
ffl=[0=i i+1l=f"T1

—— Ordinary iteration will never reach a fixpoint = :-(

—— Sometimes, transfinite iteration is needed :-)
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Conclusion:

Systems of inequations can be solved through fixpoint iteration, i.e., by
repeated evaluation of right-hand sides :-)
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Conclusion:

Systems of inequations can be solved through fixpoint iteration, i.e., by
repeated evaluation of right-hand sides :-)

Caveat:  Naive fixpoint iteration is rather inefficient :-(
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Remark:

The least fixpoint dy isin P and a lower bound

—— dy isthe least value r with = 3 fx

Application:

—— least solution of(x) = least fixpoint of F

120

Assume z; 3 filzy, ..., r,), i=1,..., n

(%)

is a system of constraints where all  f; : I — I are monotonic.

)

Conclusion:

Systems of inequations can be solved through fixpoint iteration, i.e., by

repeated evaluation of right-hand sides  :-)

Caveat:  Naive fixpoint iteration is rather inefficient :-(

Example:
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Conclusion: Conclusion:

Systems of inequations can be solved through fixpoint iteration, i.e., by Systems of inequations can be solved through fixpoint iteration, i.e., by
repeated evaluation of right-hand sides - repeated evaluation of right-hand sides  :-)
Caveat:  Naive fixpoint iteration is rather inefficient - Caveat:  Naive fixpoint ieration is rather inefficient :(
Example: Example:
Yo Yo
i;; =1 [ ‘U —1 1 2
1 0 (1 1 0 [ 0
Neg(z > 1 “\_Pos(z > 1 1| {1,e=>1,z—1} Neg(z > 1 “\._Pos(z | fe =1 1} {1}
5/ \2' 2 Ezpr 5/ \'2 2 Ezpr {1,z > 1,z -1}
' fy=z+y 3| {L,z>1,z-1} fu= 3 | {Lz>1,z—1} | {L,z>1,z—1}
3 ! {1} 3) . (1} {1}
*"' =z-—l 5 Expr + =zr—1 5 Ezxpr {1,z > 1,z — 1}
Y 1
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Conclusion: Conclusion:
Systems of inequations can be solved through fixpoint iteration, i.e., by Systems of inequations can be solved through fixpoint iteration, i.e., by
repeated evaluation of right-hand sides - repeated evaluation of right-hand sides  :-)
Caveat:  Naive fixpoint iteration is rather inefficient - Caveat:  Naive fixpoint iteration is rather inefficient :-(
Example: Example:
55 Yo
&J" -1 1 2 3 l =1 1 2 3 1
i 0 [ 0 [ q 0 [ 0 ] 0
Neg(z > 1 “\_ Pos(a 1 1| {1,z >1,z -1} {1} {1} Neg(zx > 1 . Pos(x 1| {1,z>1,z—-1} {1} {1} {1}
D// 55 2 Eapr {1, -w,.;/ 1} {1,z > 1} ._5/ Y 9 Expr {l,e> 1,0 -1} {1,z > 1} {1,z > 1}
' Vy=z+y 3| {z>t,2—1} | {Le>1,2—1} | {1,z>1 1} fu= s {z>tz—1} | {Le>1,2—1} | {L,a> 1,21} | {1,z > 1} | dito
3 1 {1} {1} {1} 3 1 {1} {1} {1} {1}
jr=z—1 5 Eapr {1,z >1 1} {1,z > 1} jr=2-1 5 Ezpr {l,z> 1,z — 1} {1,z > 1} {1 1}
1 1
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Idea:

Instead of accessing the values of the last iteration, always use the current

Round Robin Iteration

Conclusion:

Systems of inequations can be solved through fixpoint iteration, i.e., by
repeated evaluation of right-hand sides

:-)

values of unknowns  :-)
Caveat: Naive fixpoint iteration is rather inefficient -
Example:
1 2 3 4
0 1] [t} @ ]
1], 1, 1} {1} {1} {1}
2 Ezpr {1,z > 1,z -1} E 1} {1,z > 1}
304 1, 1} | {l,z> 1,21} 1,2 —1} | {1,z > 1} | dito
1 {1} {1} {1} {1}
=zr—1 5 Expr {l,z> 1,z — 1} x> 1} {1,z > 1}
134
Idea: Round Robin Iteration [dea: Round Robin Iteration

Instead of accessing the values of the last iteration, always use the current
values of unknowns

Example:

=)

Instead of accessing the values of the last iteration, always use the current
values of unknowns  :-)

Example:
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{1}
{1,z > 1}
{1,z > 1}

{1}
{1,z > 1}




Idea: Round Robin Iteration

Instead of accessing the values of the last iteration, always use the current

values of unknowns  :-)

Example:

dito

The code for Round Robin Iteration in Java looks as follows:

for (i = ;i < myit+) 7 = L
do {

Jinished = true;

[ for(i=14<mpitt) |

new = fi(xy, ..., an);

it ({(z; 3 new)) [l
finished = false;

ri = 1 U new;

} while (Ifinished):
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d)

Assume  4'¥  is the i-th component of  F% 1.

@
Assume  z}"

is the value of

after the d-th RR-iteration.

(d
Assume 3"

d
Assume
One proves:

(1) y(@d] C _1:“[:‘

1

is the i-th component of ¢ 1.

is the value of x; after the i-th RR-iteration.

=)
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I . .
Assume y;” s the i-th component of F'@ L.

(d

Assume  z; ) is the value of x; after the i-th RR-iteration.

One proves:

HJ .Ugldj C .__rl(fj if}

i

(d)

Assume 3" is the i-th component of F? L.

Assume 'Y is the value of x; after the i-th RR-iteration.
1

One proves:

(1) Pz o

(2) ‘z:gd" C z; forevery solution (zy,...,z,) i) (2) ‘rfd" C z forevery solution (z,...,2,) )
(3) If RR-iteration terminates after d rounds, then
. (d) (d) . .
(z,7,...,: vy ') is a solution =)
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Assume 4\ is the i-th component of  F¥ 1. Assume 3'” is the i-th component of  F¢ 1.

Assume ;zr‘éd} is the value of x; after the i-th RR-iteration.
One proves:
(d) Ad)y .
() gy Ca” )
(2) ‘z:gd" C z; forevery solution (zy,...,z,) i)

(3) If RR-iteration terminates after d rounds, then
. (d) (d) . . .
(7, ..y ry,') isa solution )
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Assume 7Y s the value of x;  after the ¢-th RR-iteration.
]

One proves:

(1) 4 Ca® )

(2) ‘rid" C 2 forevery solution (zy,...,2,) )

(3) If RR-iteration terminates after d rounds, then
r(d) (d) . . .
(zy",...,zn ) isasolution =)

143




Caveat:

Caveat:
The efficiency of RR-iteration depends on the ordering of the unknowns The efficiency of RR-iteration depends on the ordering of the unknowns
11 "
Good:

—  wubeforewv, if wu—*1

—  entry condition before loop body :-)
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Idea:  Round Robin Iteration
Instead of accessing the values of the last iteration, always use the current
Assume  ¢\” s the i-th component of  F |

values of unknowns  :-)
Assume ;zr‘éd} is the value of x; after the i-th RR-iteration.
One proves: Exalllple:

”J Ugldl :J'[.(fl ,_)

. (d) i . \0 1
(2) z,” C 2 r every solution (zy,...,2,) ) :

(3) IfRR- 1tn terminates after d rounds, then

1-7| 1 {1}
. am )7y is a solution =) o 5 ‘2 2 ey
fu=z+y 3| {1,z =1}
3
*‘ =r—1 1 {l}
O Y 5 {Lx>1}
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Inefficient Round Robin [teration:

.
2)
hY X y=1; 1 2 3 1
5 - y
o= i I‘, Li 0 te>1 | {Le>1
. - Neg(z > 1 Pos(z > 1 1 1 n 1
1) -~ B\-i _— | ol Y3 2| 13| o Lz>1} | {1 V| dito
R A TR A yu= 3 {1.z> 1} {1 }
> f‘_ ~—2>0 ?f _ 2 L (1} 1) (1}
b= 1v= J;.‘= - 5 [) [ [
=2 -
4 —
— significantly less efficient :-)
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... end of background on: ~ Complete Lattices ... end of background on: ~ Complete Lattices
Final Question:
Why is a (or the least) solution of the constraint system useful 77?7
153




... end of background on: ~ Complete Lattices ... end of background on: ~ Complete Lattices

Final Question: Final Question:
Why is a (or the least) solution of the constraint system useful 777 Why is a (or the least) solution of the constraint system useful 77?7
For a complete lattice I, consider systems: For a complete lattice D, consider systems:

I[start] T dy T[start] 3T dq

Zv] 2 [E)F(T[u]) k= (u,_,v) edge Z[v] 2 [K*(Z[u)) k= (u,_,v) edge
where dy €D andall [£]F: 1D — I are monotonic ... where dq € andall [k]F: 1D — D are monotonic ...

— Monotonic Analysis Framework
155 156
... end of background on: ~ Complete Lattices

Final Question:

Why is a (or the least) solution of the constraint system useful 77?7

For a complete lattice 1D, consider systems:

I[start] 3 dy
T[v] 3 [k]F (Zu) k= (u, ,v) edge

where dyeD andall [k]*:D — D are monotonic ...

Jeffrey D. Ullman, Stanford

— Monotonic Analysis Framework
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Wanted: MOP  (Merge Over all Paths) Wanted: MOP  (Merge Over all Paths)

] = U{[[ﬁ]:d(3 | 7@ start —* v} T[] = |_|{|[’;T]I:({0 | 7o start =% v}

m Theorem Kam, Ullman 1975

Assume 7 is asolution of the constraint system. Then:

A @ for every v

157 158
Wanted: MOP  (Merge Over all Paths) Proof: Induction on the length of .
I*v] = U{H:ﬁ]:d[] | 7 start —* v} Foundation: 7 =¢ (empty path)
Then:
7 [ do = [e]F do = dy C I[start]
Theorem Kam, Ullman 1975

Assume 7 is a solution of the constraint system. Then:
Tlv] 3 I7[v] for every o
In particular: Z[v] 3 [#]*d, forevery w: start —* v

T
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Proof:  Induction on the length of 7. Proof:  Induction on the length of 7.

Foundation: 7 =¢ (empty path) Foundation: 7 =¢ (empty path)
Then: Then:
[7]* dy = [€]* dy = dy E I[start] [7]* do = [€]* do = do C I[start]
Step: w=x'k for k= (u,_,v) edge. Step: w=a'k for k= (u,_,v) edge.
Then:
[#]Fdy T T[] by LH. for =«
— [rlfde = [k ([=']" do)
C [k (Z]u]) since  [£]* monotonic
C T[] since 7 solution :-))
164 165
Proot: Induction on the length of . Proof: Induction on the length of .
Foundation: 7 =¢ (empty path) Foundation: 7 =¢ (empty path)
Then: Then:
[7] do = [€]* do = do T Z[start] [7]* do = [€e]* do = do T I[start]

163 163




Disappointment:

Are solutions of the constraint system just upper bounds 777

Answer:

In general: yes :-(
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Disappointment:

Are solutions of the constraint system just upper bounds 777

Answer:
In general: yes -(

With the notable exception when all functions  [k]*
=)

168

are distributive ...

The function f:D; — D, is called

e distributive, if f(|X)=||{fz|2ze€ X} forall) £ X CD;

e strict,if [ = 1.

e totally distributive, if f is distributive and strict.

169

Remark:

If f:D, — D, isdistributive, then also monotonic

/Oﬂiousl)-: alb iff aUb=05
From that follows:

fb = flalb)
= falUfb
— fa C fb :-)

181
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The function [ :D; — Dy is called
e distributive, if [ (| |X)=||{fz |2z X} forall) # X CD;
e strict,if f1 = _1.

e fotally distributive, if f is distributive and strict.

Examples:

e [fx=zxznaub for abCU.

The function f: 1y — Dy s called

distributive, if  f (| JX)=|[{fx |z € X} forall0 £ X C D;

The function f:D; — D, is called
e distributive,if f (| |X)=||{fz |z € X} forall®) £ X CD;
e strict,if [ = 1.

e totally distributive, if f is distributive and strict.

Examples:
o fax=zxznaUb for abCU.
Strictness: [0 =an@uUb=5b=0 whenever b=0 :-(
Distributivity: l/
[z Uz) = an(zUz)Ub
aMNzyUaNazy U
[z U fr -)

L]

e sirict,if f1 = 1.

e (otally distributive, if f is distributive and strict.

Examples:

e f[fr=zxznaUb for abCU.

Strictness:  fQ=an@Ub=b=0 whenever b=0 :-(
171
e D =D=NU{x}, incz=z+1

Strictness: f 1 =incO0=1 # L[




o D =D;=NU{oc}, incz=z+1 e D =Dy=NuU{cc}, incz=a+1
Strictness: f 1l =inc0=1 # L1 :-( Strictness: f 1l =inc0=1 # L
Distributivity: [ (/X)) = |[[{z+1|ze X} for 0#X Distributivity: [ (JX) = |H{z+1]|zec X} for 0#£X
=) -)

o D =(NU{x})? Dy=NU{cx}, flo,z3) =2+

e I =0Dy=NU{ec}, incz=z+1 e D =D=NU{x}, incz=z+1
Strictness: f L =incO=1 # L - Strictness: f 1l =inc0=1 # 1
Distributivity:  f([JX) = |[H{z+1|ze X} for 0£X Distributivity:  f([JX) = |Hz+1l|zeX} for 0#£X
=) )
e D= (NU{oc})? Dy=NU{oc}, flo, o) =a+z5: e D =(NU{ac}H? Dy=NU{co}., flay,z) = +xs:
Strictness: f1 =04+0 = 0 ) Strictness: [ 1 =0+0 = 0 )

Distributivity:

rdrooea]) = ran &)
ACED= fapus@y -




Remark:

If f:D, — D, isdistributive, then also monotonic :-)

Remark:

If f:D, =D, isdistributive, then also monotonic :-)

Obviously: aC b iff alb=hb.

From that follows:
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Assumption: all v are reachable from start .
Then:

Theorem Kildall 1972
If all effects of edges [k]* are distributive, then: T*[w] = Tv]
forall w.
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Assumpri(im: all v arereachable from starr.
Then:

Theorem Kildall 1972
If all effects of edges [k]* are distributive, then: T*[v] = T[v]
forall o.
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Assumption: all v are reachable from start.
Then:

Theorem Kildall 1972

If all effects of edges [k]* are distributive, then: @ [v]
forall v. “

——

Proof:

It suffices to prove that

For this, we show that{ 7* satisfies all constraints

186

(1) We prove for_ start:

I

I

187

(1)  We prove for start:

T [start] = U{[[?F]]:d[] | m: start —7 start}
3 [ do
g do :-)

(2) Forevery k= (u,_,v) we prove:

T[] = | H{Irldo |7 : start —* v}
3 | K{I7k]*do | 7" : start —* u}
= | HIEFF ([P do) | 7 = start —=* u}
= [RPF (U7 do | 7"« start —* u})
= [k[* (Z*[u))

since {7

w1 start =% u} is non-empty :-)

188

Caveat:
e Reachability of all program points cannot be abandoned! Consider:

NI e
) )

(1=

where D =NU {cc}
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Caveat:

¢  Reachability of all program points cannot be abandoned! Consider:

where D =NU{oc}

Then:
I[2] = incO = 1

R = Qo = o

190

Caveat:

Reachability of all program points cannot be abandoned! Consider:

o) 2)

(. 1_/—-:

where D =NU{co}

Then:

3
o
|

= inc0 = 1

*2] = o = 0

Unreachable program points can always be thrown away )

191

Summary and Application:

—  The effects of edges of the analysis of availability of expressions
are distributive:

(aU (1 Na))\b ((aUz) N (aUx))\b

= ((aUz)\b) N ((aUz2)\b)
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