Script generated by TTT

Title: Seidl: Programmoptimierung (24.10.2012)
Date: Wed Oct 24 08:33:36 CEST 2012
Duration: 84:52 min

Pages: 58

.:
=
Il
—
—
o
o
—
=
=
=
E
|

= (pe (R~ e p)}]p

[M[er] = ex:](p, 1) = (p,|p&{lea] p = [eal p} )

Example:

[t =2+ 1;]({z 5}, 1) = (p,n) where:

p = {z—=5la{r—
= {z—=5td{r
= {x+— 6}

Helmut Seidl

Program Optimization

TU Miin

M(] O

Apath 7 =kyko.. .k, isacomputation for the state s if:

sedef ([km]o...o[k])

The result of the computation is:

[7]s= ([kn]o...ofk])s

Application:
Assume that we have computed the value of = + y at program point :
X+Y
@—"—=@

We perform a computation along path 7 and reach v where we evaluate
again x +y ...




[R=Me:)(p.p) = (p& {Re plelp)}| m)

[M[ea] = es;] (1) = (po @ {lea] p = [ea] p} )

Example:
[r=z+1;]({z— 5}, )= (p, ) where:
p = {z—=itd{r— [z+1]{z— 5}}

= {z—=5td{r— 6}
= {z+~ 6}

Lo ) = (o)

[Pos(e)] (pst) = (p, ) if [e] p#0

[Neg(e)] (o) = (pyp) if [e] p=0
/) le] : evaluation of the expression e, e.g.

/ [r+yl{z—=T,y— -1} =6
/o Mz==4)]{z—5}=1

[R=¢](p,p) = (pB{R—[e]p}t]n)

// where "&" modifies a mapping at a given argument

Apath 7w =1kky... ky, isacomputation for the state s if:

s e def ([km] o...0[ki])

The result of the computation is:

[7ls=([kn]o...0o[ki])s

Application:

Assume that we have computed the value of = + ¥ at program point u:
X+Y

We perform a computation along path 7 and reach v where we evaluate
again x +y ...

Apath 7 =kyko.. .k, isacomputation for the state s if:

sedef ([km]o...o[k])

The result of the computation is:

[7]s= ([kn]o...ofk])s

Application:

Assume that we have computed the value of = + y at program point :
X+Y
@—"—=@

We perform a computation along path 7 and reach v where we evaluate
again x +y ...




Apath 7w=kky. . k, isacomputation for the state s if:
s € def ([km] o...0[ki])
The result of the computation is:

[7]s=(lkm]o...0o[k])s

[dea:

If 2 and » have not been modified in 7, then evaluation of = + y at v must
return the same value as evaluation at u  :-)

We can check this property at every edge inm -}
Application:
Assume that we have computed the value of =z + y at program point u:
X+y
@—"—=@
We perform a computation along path 7 and reach v where we evaluate
againz + vy ..
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Idea: Idea:

If 2 and y have not been modified in 7, then evaluation of 2 + y at v must
return the same value as evaluation at u :-)

We can check this property at every edge inm -}
More generally:

Assume that the values of the expressions A = {¢, ..., e, } are available
at u.

If 2> and # have not been modified in 7, then evaluation of = + y at v must
return the same value as evaluation at . :-)

We can check this property at every edge inm -}

More generally:

Assume that the values of the expressions A = {e(, ..., e, } are available
at u.

Every edge k transforms this set into a set  [k]* A of expressions
whose values are available after execution of k ...




... which transformations can be composed to the effect of a path
T=ky... k.

[ = .o [ 2?( :#:

... which transformations can be composed to the effect of a path
T=k ... k.

The effect [k]* ofanedge k= (u,lab,v) only depends on the
label lab, ie., [k]* = [lab]*

... which transformations can be composed to the effect of a path
T=rky... k.

The effect  [k]* of anedge k= (u,lab,v) only depends on the
label lab, ie., [k]* = [lab]* where:

L]FA = A
[[Pu-l‘_( ‘f]]u;l = [[A\_r‘r,'l]( _]l]]ugl = AIU{(}
[r=e]fA = (AU{e})\Expr, where

ns which contain =

/\ Expr, a?‘xpr

... which transformations can be composed to the effect of a path
T=ki...k:

The effect [k]* ofanedge & = (u,lab,v) only depends on the
label lab,ie., [k]* = [lab]* where:

L]? A = A
[Pos(e)]* A = [Neg(e)]* A = Au{e}
[t=¢]f4A = (AU{e})\Expr, where

FEaxpr, all expressions which contain x

[ = x+a3]7A = AnGpr,




[e = MELFA = (AU{e})\Ezpr, [« = M[eJF A (AU {e})\ Eapr,
HUr J: = rll]l:ll = ,lU{r |.':} [[Ur I: = rliﬂzll = ,lU{r J:’:}

By that, every path can be analyzed :-)
A given program may admit several paths  :-(

For any given input, another path may be chosen :-((

40 41

[ = M[e]JF A
[Me) = ex]F A

(AU{eh)\Expr,
AUAe, e}

Concretely:

—  We consider all paths 7 which reach v.
By that, every path can be analyzed :-)

—  For every path 7, we determine the set of expressions which are

A ogiv [OOT: / it sever - .
A given program may admit several paths  :-( available along 7.

For any given input, another path may be chosen - (( —  Initially at program start, nothing is available :-)

—  We compute the intersection =——= safe information

——  We require the set:

1

Ap] = (=0 |7

: start —* v}
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(AU {ep)\Expr,
Concretely: [Mle = ei]fA = AU {ey, e}

—  We consider all paths 7 which reach v.

) ) ) By that, every path can be analyzed :-) >( -
—  For every path , we determine the set of expressions which are ‘(L Z )
available along 7 A given program may admit several paths  :-( J
ot h

—  Initially at program start, nothing is available :-) For any given input, another path may be chosen - ((
—  We compute the intersection ——= safe information

== We require the set: X = g

J

How do we exploit this information 777

Alo] = ﬂ{[[ﬁ]]:@ | : start =% v}

44 42
Transformation 1.1: Transformation 1.1:
We provide novel registers 7. as storage for the e: We provide novel registers 7. as storage for the ¢:
u (u w)
‘ —) w,:f i-r:f —) Wf:'
) ( v) )
=T -1
z v)

w) u
Neg (¢) \P\os:_r'w —) lT[:,
Lv) {\l'.\




... analogously for R = M[e]; and M][e,] = ey, e

]

Transformation 1.2:

&)
If e is available at program point «, then e need not be re-evaluated: @ tﬁ

N N
) e € Alul )

iT,:f-: q

-
W,
N
[ —
S .

We replace the assignment with Nop -

]

...analogously for Y= M|e]; and  Mle,| = e l
Transtormation 1.2 O

If e is available at pr@)oim u, then e need not be re-evpluatefl:

) e € Alul
j T, = —)
N
W,

We replace the assignment with Nop )
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'
}Lim:JwJ:.MIM ...analogously for R = Mle]; and Mle,] = e

We provide novel registers 7. as storage f01 the e:

QX ’+ (5) Q{ /’ D R k/ Z Transformation 1.2:

If e is available at program point u, then ¢ need not be re-evaluated:

X _-”J%/ ¢ =T,
o

— 2) —
(u (u)
hl SN
? u T = € L
y 7 ) e
./ L

We replace the assignment with Nop )
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Example: Example:
RS RS
N L.
;_,:,,Jr ;T—J;Jri
N L
I‘\_ ‘ ‘.\” I
} r="T ‘ y =T
r = y+3 ,(/‘ r = y+3 w./\-_/l
r = T /i\._ — g+ r =T Y =7
= y+3 “\\_/‘,' z = y+3; (
; I'=y+3
)
X =T
I‘\'//\|
N/




Example:

Example:

Example:

.
r = y+3

Yo7 r = T
) z = y+3
YT =y+3

D

I

N

)
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Example:

L)

\_

YT =y+3

% z="T;

’) r = y+‘3

* -7 r = T;




Correctness: (Idea)

Transformation 1.1 preserves the semantics and .A[u] for all program
points u -

Assume 7 : start —* w is the path taken by a computation.

If e € Alu], then also e € [x]* (.

Therefore, 7 can be decomposed into:

p N T h-'/-i-\‘ ;C - e - —
(start Uy > Ug )~ U

w2
=~

with the following properties:

Example:

e
-;T:U—b—-’ﬂ:

{v+31 ()

r="1T,
r o= y+3 {y+3y ()

r = 7 * r=17
o= Y+ {y+3 O
v+3 O

Correctness: (Idea)

Transformation 1.1 preserves the semantics and .A[u] for all program
points . :-)

Assume 7 : start —* u is_the path taken by a computation.

If e € Alu], then also

Therefore, 7 can be decomposed intg;

T - N U
(etart F~——mf {26 YA~
(start f -\UJ/ ‘\”:/'

/
N
(g)

with the following properties:

e  The expression e is evaluated at the edge k;

e  The expression e is not removed from the set of available
expressions at any edge in my, i.e., no variable of ¢ receives a new
value )




Correctness: (Idea)

. . Xpressi is ev »edge k;
Transformation 1.1 preserves the semantics and .A[u] for all program e The expression ¢ is evaluated at the edge k:
points u - e  The expression e is not removed from the set of available
expressions at any edge in 75, i.e., no variable of e receives a new
Assume 7 : start —* u is the path taken by a computation. value )
If e € Alu], then also e € [x]* (.
Therefore, 7 can be decomposed into:
T Pt A TN o N
etart [ } { 3 e~
(start )™~z B\
with the following properties: T\Wﬁ
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Warning:

Warning:

Transformation 1.1 is only meaningful for assignments = = ¢; where:

— e Vars;

—  the evaluation of e is non-trivial -}

Transformation 1.1 is only meaningful for assignments = = ¢; where:

—  x & Vars(e):
— e¢ Vars;

—  the evaluation of e is non-trivial - }

Which leaves us with the following question ...




Question: Question:

How can we compute Alu] for every program point . 77 How can we compute A[u] for every program point w77
We collect all restrictions to the values of A[u] into a system of We collect all restrictions to the values of A[u] into a system of
constraints: constraints:
< > Alstart] C @ 7 0
A C [ (A) k=(u, ,v) edge @ C K (A[) k=(u_,v) edge
58 58
Wanted: Wanted:
e amaximally large solution (77 e amaximally large solution (77)
e an algorithm which computes this ~ :-) e an algorithm which computes this  :-
Example: Example:

e
@
o
=]




Wanted:

e amaximally large solution (?7)

e an algorithm which computes this

Wanted:
e amaximally large solution (??)

e an algorithm which computes this

Example: Example:
N
A € 9 w 1 Ao € 0
A1l € (A[] U {1})\Ezpr, 1 All] € (A0]u {1})\Ezpr,
Al € AH] - (z > 1) Al € Al
ARl C AU {z > 1} 7 5 A2 € AQU{z > 1}
. N T
ABB] € (AR2]U{z = y})\Erpr, ; y = '
(3)
N
in" =x—1;
O—-
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Wanted: Wanted:
e amaximally large solution (77) e amaximally large solution (77)
¢ an algorithm which computes this e  an algorithm which computes this
Example: Example:
N
I'\!'},/' o o
l"' -1 AD] € 0 Ao] © @
(1) Al € (AL U {1H\Ezpr, Al € (AU {1})\Ezpr,
Neg(z > q1(:/\—/\5”\‘.‘,. ~ 1) All] C A Neg| All] A}
) (2) AR) € Alju{s> 1} ARl € ANJU{s > 1}
W2 e o o . o o .
% y= ; A3l C© (ARJU {z = y})\Erpr, ARl € (A2]U{z = y})\Ezpr,
(3) AH] C (AU {z — 1})\Eupr,
yr=z—1; A5l € AU {z > 1}
N
G




Wanted: Observation:

e amaximally large solution (?7)

e analgorithm which computes this ) e  The possible values for .A[u] formf complete lattice:

D=2 with B, C B,

Example:
Solution:
A0 = ¢
Al = {1}

ARl = {lLz>1}
e N
Al = {1}

Al = {1L,r=>1}

Observation: Wanted:

e amaximally large solution (77)
e  The possible values for A[u] form a complete lattice: e an algorithm which computes this -
D =287 with B,CB, if B, 2B,

Example:

e The functions [k]F: DD — D are monotonic, ie.,

Ao € 0
[E]*(B)) C [K]*(B:) whenever By C B, ALl € (A0]U {1})\Ezpr,
Neg| Al © AM
A2l © A[Ju{z> 1}
AB] < WAz = v\ Expr,
A4 € AU — 1)\Bapr,
A[s] € A1Ju{z > 1}




Observation: Observation:

e The possible values for Afu] form adamplete lattice: e The possible values for .A[u] formha complete lattice:

D= QETFT with Bl C B2 iff B1 D) B-z D= 2"3133’" with Bl C Bz iff Bl D) B-)_

e The functions [k]*: D — I afe monotonic, i.g, e The functions [k]*: D — I (are monotonic, ke.,

[E](By) C [K]*(B:) whenever By C B, [K]*(By) C [K]F(B2) whenever B, C B,
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Background 2: Complete Lattices

A set I together with arelation C C D x I s a partial order if for
alla,b,ce D,

aCa reflexivily
aCbAbCa = a=0b anti—symmetry
aCbAbCe = alec transitivily

Examples: 7

“a,b ) a,c b, ¢

1. D = 2{@bc} with the relation “C” :




