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@® Skew Heap
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A skew heap is a self-adjusting heap (priority queue)
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A skew heap is a self-adjusting heap (priority queue)

Functions insert, merge and del_min
have amortized logarithmic complexity.
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A skew heap is a self-adjusting heap (priority queue)

Functions insert, merge and del_min
have amortized logarithmic complexity.

Functions insert and del_min are defined via merge

193

Implementation type

Ordinary binary trees

Invariant: heap
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merge
merge () h = h
merge h () = h
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merge

merge () h = h

merge h () = h

Swap subtrees when descending:

merge (hl = <ll:| a, Tl)) (hQ - (LZ* b, TQ)) -
(if a < b then (merge hy 11, a, )

else (merge hy 1, b, b))
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merge
merge () h = h
merge h () = h

Swap subtrees when descending:

merge (hy = (i, a, 1)) (ho = (b, b, 1)) =
(if @ < b then (merge hy 11, a, l)
else (merge hy 19, b, b))

Function merge terminates because . ..
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merge

merge () h = h

B SEeL
wnc

else { merge h1 9, b, b))

Function merge terminates because . ..
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B
merge

Very similar to leftist heap but

me) B
Towards the proof Towards the proof
rheavy (I, -, r) = ([ < |r]) rheavy (I, -, r) = (| < |r])
lpath () = ]
Ipath (I, a, vy = (L, a, r) # Ipathl
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Towards the proof
rheavy (I, -, r) = ([l < |r])

lpath () = ]
Ipath (I, a, ) = (I, a, ) # Ipath

G h = length (filter rheavy (lpath h))

199
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Towards the proof
rheavy (I, , ry = (|I| < |r])

lpath () = ]
Ipath (I, a, vy = (L, a, r) # Ipathl

G h = length (filter rheavy (Ilpath h))

Lemma
26h < |h| + 1
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Towards the proof
rheavy (I, -, r) = ([l < |r])

lpath () = ]
Ipath (I, a, ) = (I, a, ) # Ipath

G h = length (filter rheavy (lpath h))

Lemma
20h < |h| + 1

Corollary
G h S lOgQ |h|1
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Towards the proof
rheavy (I, , ry = (|I| < |r])

rpath () = |
rpath (I, a, vy = (I, a, ry # rpath r

D h = length(filter (Ap. = rheavy p) (rpath h))

Lemma
2Dh < |h| + 1

Corollary
D h S lOgQ |h|1

200




(| & |

Potential

The potential is the number of rheavy nodes:
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Potential

The potential is the number of rheavy nodes:
o () =0
S =01+ P r+ (if || <|r] then 1 else 0)
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Potential

The potential is the number of rheavy nodes:

O () =0

Ol _,n=>1+ D r+ (if || <|r| then 1 else 0)
merge descends on the right = rheavy nodes are bad
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Potential

The potential is the number of rheavy nodes:

o () =0

S =01+ P r+ (if || <|r] then 1 else 0)
merge descends on the right = rheavy nodes are bad

Lemma

t merge ty to + ® (merge t; t) — & t; — b B,
< G(mergety t) + Dty + Dt + 1

201
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Main proof

t.merge ty to + ® (merge ty ) — &t — b &
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Main proof

tmerge t) to + ® (merge t; t) — ® t; — ¢ B
< G(mergety b)) + Dt + Dty + 1
< logy |merge t; ta|1 + logs |t|1 + logy |1 + 1
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Main proof

tmerge ty to + ® (merge ty &) — &t — b 1,

< G(mergety b)) + Dty + Dty + 1

< logs |merge t; to|1 + logs |t1|1 + logs |ta|1 + 1

= logs (|ta]1 + |t2]l1 — 1) + loga |t1]1 + loga |fa]1 + 1
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Main proof

t merge ty to + ® (merge ty ) — & t, — b B,

< G(mergety b)) + Dt + Dty + 1

< logy [merge t1 2|1 + loga [t|1 + logs 2|1 + 1

= logy (|t1]1 + [f2[1 — 1) + loga |t1]1 + loga |t2]1 + 1
<logy ([ti|i + |t2|1) + loge |ti|i + loga )1 + 1
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Main proof

t.merge ty to + ® (merge ty ) — &t — b &

< G(mergety b)) + Dty + Dty + 1

< logy |merge t; to|y + logs |t|1 + logs |ta|1 + 1

= logs (|11 + |t2|1 — 1) + loga |t1|1 + logs |]1 + 1

< logy (|ti)i + |t2|1) + loga |ti|1 + logs |]1 + 1

<logy (|t1]1 + [t2]1) + 2 * loga (|ts[1 + [2]1) + 1
because logy = + logs y < 2 % logy (z + vy) if 2,y > 0
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Main proof

tmerge t) to + ® (merge t; t) — ® t; — ¢ B

< G(mergety b)) + Dt + Dty + 1

< logy |merge t; ta|1 + logs |t|1 + logy |1 + 1

= logs (|t1]1 + |t2]1 — 1) + logy |ta]1 + loga |b]1 + 1

<logy ([ti|i + |t2|1) + loge |ti|i + loga )1 + 1

<logy (|t1]s + [t2]1) + 2 = loga (|11 + [2]1) + 1
because logs = + logs y < 2 x logy (z + v) if 2,y > 0

= 3 * logs (|t1]1 + |]1) + 1
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Main proof

tmerge ty to + ® (merge ty &) — &t — b 1,

< G(mergety b)) + Dty + Dty + 1

< logy [merge t1 a1 + loga [t|1 + loga [f2|1 + 1

= logy (|tz]1 + [t2|1 — 1) + loga [t|1 + loga [f21 + 1
< logy (|ti)i + |t2|1) + loga |ti|1 + logs |]1 + 1
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Main proof

t merge ty to + ® (merge ty ) — & t, — b B,
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The inventors of skew heaps:
Daniel Sleator and Robert Tarjan.
Self-adjusting Heaps.

SIAM J. Computing, 1986.

Sources
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Sources

The inventors of skew heaps:

Daniel Sleator and Robert Tarjan.
Self-adjusting Heaps.
SIAM J. Computing, 1986.

The formalization is based on

Anne Kaldewaij and Berry Schoenmakers.
The Derivation of a Tighter Bound for Top-down Skew
Heaps. Information Processing Letters, 1991.
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@® Splay Tree
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A splay tree is a self-adjusting binary search tree.
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A splay tree is a self-adjusting binary search tree.

Functions isin, insert and delete
have amortized logarithmic complexity.

207

Definition (splay)

Become wider or more separated.

208

Definition (splay)
Become wider or more separated.

Example
The river splayed out into a delta.

208

Splay tree

Implementation type = binary tree

Key operation splay a:
® Search for a ending up at z
where z = a or xis a leaf node.

® Move z to the root of the tree by rotations.

210
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Splay tree

Implementation type = binary tree

Key operation splay a:
® Search for a ending up at z
where z = a or xis a leaf node.

® Move z to the root of the tree by rotations.

Derived operations isin/insert/delete a :
® splay a
@ Perform isin/insert/delete action

210
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Key ideas

Move to root

Double rotations

211
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Zig-zig

212
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Lig-zag
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Zig-zig

N ©

b A
e 'S
/a o e /b

Functional definition

m@)

Zig-zig and zig-zag

[a <y a<z T# ()]
= splay a ((T, y, O), 2, D) =
(case splay a T of
<A3 :Eﬁ B) :> <A? x? <B5‘ y? <C5‘ Z? D))))
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Zig-zig

o>
s
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Zig-zig and zig-zag

[a <y a<z T#()]
— splay o ((T, y, C), 2z, D) =
(case splay a T of
(A, z, By = (A, z, (B, y, (C, 2, D))))

216

B
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Zig-zig and zig-zag

[a <y a<z T#()]
== splay o (T, y, C), z, D) =
(case splay a T of
(A, z, By = (A, z, (B, y, (C, 2, D))))

216
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Some base cases

a <y = splay a ({(A, a, B), y. C) =

217
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Some base cases

a < y= splay a ({(A, a, B), y, C) = (A, a, (B, y, C))
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Some base cases

a < y= splay a ((A, a, B), y, C) = (A, a, (B, y, C))

a < I —

splay a (((), =, A), y, B) =

217
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Some base cases

a < y= splay a ({(A, a, B), y, C) = (A, a, (B, y, C))

a < T —

splay a (((): Z, A): Y, B) - ((): Ly (Aa Y, B))

217
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Functional correctness proofs

including preservation of bst

Straightforward

=&

Firefox

including preservation of bst

Functional correctness proofs
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Potential

@ Sum of logarithms of the size of all nodes:
(=) ¢ () =0
b (Lanrnn=0l+dr+ ¢ ar
(=) \mi @ where ¢ t = logy (|t| + 1)
(=)@ _ =)&) ]
Potential Analysis of splay
Theorem
: : . [bst t; (I, z, 1) € subtrees {]
(S;r(r; of I(t])garlthms of the size of all nodes: s asplayrt<3x(pi— oLz 1) +1
S (Lanrn=ol+dr+ ¢ ar
where ¢ t = logy (|t| + 1)
Amortized complexity of splay:
asplay a t = tsplay a t + ® (splay a t) — &t
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Analysis of splay
Theorem
[bst t; (I, z, 1) € subtrees {]
— asplayrt<3x*x(pt— Lz +1
Corollary

[bst t; a € set_tree {]
— asplayat<3x*x(pt—1)+1

221
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Analysis of splay
Theorem
[bst t; (I, z, 1) € subtrees {]
— asplayzt<3x*x(pt—p{lz,n)+1
Corollary
[bst t; a € set_tree ]
— asplayat<3x(pt—1)+1
Corollary
bst t = a_splay a t < 3 x o t+ 1
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Analysis of splay
Theorem
[bst t; (I, z, 1) € subtrees {]
— asplayrt <3 (pt—p (L xnr) +1
Corollary
[bst t; a € set_tree {]
— asplayat<3x*x(pt—1)+1
Corollary
bst t = a_splay a t < 3 % o t + 1
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Analysis of splay
Theorem
[bst t; (I, z, 1) € subtrees {]
— asplayzt<3x*x(pt—p{lz,n)+1
Corollary
[bst t; a € set_tree ]
— asplayat<3x(pt—1)+1
Corollary
bst t = a_splay a t < 3 x o t+ 1

Lemma

[t # (); bst 1]
— Ja'Eset_tree t.
splay a’ t = splay a t A t_splay a’ t = t_splay a t=
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msert
Definition
msert vt =
(if £ = () then ((), z, ()
else case splay = t of
(I, a, ) =
if £ = athen ([, a, 1)
else if z < a then ([, z, ({), a, 1))

else ({{, a, ()), z, 1))

222
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Definition
mmsert 't =
(f ¢ = () then ({), , ()
else case splay = t of
(l, a, 1) =
if 2= athen ([ a, r)
else if z < athen (I, z, {{), a, 1))
else (({, a, ()), z, )

Counting only the cost of splay:

Lemma
bst t =
tsplayat+ @ (insert at) — dt<4dx*xpt+ 2

222

(=)=
msert
Definition
msert vt =
(f ¢ = () then ({), =, ()
else case splay = t of
(I, a, ) =
if £ = athen ([, a, 1)
else if z < a then ([, z, ({), a, 1))
else ({I, a, ()), z, 1)

Counting only the cost of splay:

Lemma
bst t =
tsplay at+ O (insert at) — dt<4dxpt+ 2

222

Uy
delete
Definition
delete x t =
(if t = () then ()
else case splay x t of
(l, a, 1) =
if r=a
then if [ = () then r
else case splay_max [ of
(', m, v’y = (I', m, 1)
else (I, a, 1))

223
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delete
Definition
delete © t =
(if t = () then ()
else case splay x t of
(I, a, ) =
if 2= a
then if [ = () then r
else case splay_max | of
(', m, "y = (', m, 1)
else ([, a, 1))
Lemma
bst t —=
t_delete a t + @ (deleteat) — Pt < 6%+ 2

223
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Remember

Amortized analysis is only correct for single threaded
uses of a data structure.

Otherwise:

let counter = 0;
bad = increment counter 2" — 1 times;
= incr bad;
_ = incr bad;
_ = incr bad;

224
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1sin = 'a tree = 'a = bool

Single threaded = isin t a eatsup ¢t

225

me
Solution 1:
1sin : 'a tree = 'a = bool X 'a tree

Observer function returns new data structure:

226
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Solution 1: Solution 2:
isin :: 'a tree = 'a = bool X 'a tree 151 = splay; 15 root
Observer function returns new data structure:
Definition
1sin ta =
(let t' = splay a tin (case t’ of
() = False
| ([, z, ) = a =z,
t'))
(@)@ )«
Solution 2: Solution 2:

istn = splay; 1s_root

Client uses splay before calling is_root:
Definition

is_root :: 'a = 'a tree = bool

is root a t = (case t of

() = False
| ([, z, 1) = = a)

227

151 = splay; 15 root

Client uses splay before calling is_root:
Definition

is_root :: 'a = 'a tree = bool

is root a t = (case t of

() = False
| ([, z, r) = == a)

May call is root —t multiple times (with the same #)
because is_root takes constant time

227
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Splay trees have an imperative flavour and are a bit
awkward to use in a purely functional language

228

Sources

The inventors of splay trees:

Daniel Sleator and Robert Tarjan.
Self-adjusting Binary Search Trees. J. ACM, 1985.

The formalization is based on

Berry Schoenmakers. A Systematic Analysis of Splaying.
Information Processing Letters, 1993,
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@ Pairing Heap
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Implementation type

datatype 'a heap = Empty | Hp 'a ("a heap list)

232




Implementation type

datatype 'a heap = Empty | Hp 'a ('a heap list)

Heap invariant:

pheap Empty = True

pheap (Hp z hs) =

(V heset hs. (Y yeset heap h. x < y) A\ pheap h)

Also: Empty must only occur at the root

232

merge and insert

merge h Empty = h
merge Empty h = h

233

merge and insert

merge h Empty = h

merge Empty h = h

merge (hz = Hp = hsx) (hy = Hp y hsy) =

(if z < y then Hp x (hy # hsx) else Hp y (hx # hsy))

233

merge_pairs and del_min

merge_pairs [| = Empty
merge_pairs [h] = h
merge_pairs (hy # ho # hs) =

merge (merge hy hy) (merge_pairs hs)

234
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merge_pairs and del_min

merge_pairs [| = Empty

merge_pairs [h] = h

merge_pairs (hy # he # hs) =
merge (merge hy hy) (merge_pairs hs)

del_min Empty = Empty
del min (Hp = hs) = merge_pairs hs

234

CIKy , ,
merge_pairs and del_min

merge_pairs [| = Empty

merge_pairs [h] = h

merge_pairs (hy # ho # hs) =

merge (merge hy hy) (merge_pairs hs)

234

=&

merge_pairs and del_min

merge. paz"rs | = Empty

P R T N

Firefox

Be -

234

‘ valew File Edit View Go Tools Window Help (LRSS = o)) 74% @) Fri09:47 Q

‘ = pairing-heap.pdf (page 1 of 19) ~
i 5 & a

T-Lu-u £ o

and del min

‘The Pairing Heap: A New Form of
Self-Adjusting Heap

Michael L. Fredmar?-*, Robert Sedgewick™", Danicl D. Sieator”, and
Robert E. Tajan* ¢

Absract,Receatly. Frodman £nd Tasjan invesied & oew, especially efficient form of hesp (priority

5050 G 3 Pl . ANGh bttt i, Fomsc bt e somplcaed o
implercat ot 0t riti s b Kids o beap. 1 s pges ve deseibe o e form o
e cllod e i . mended b compewih i Fonace b i vy s <y
Compete

nabis e 3 open peblem,

Key Words,  Data strucrare. Heap, Priosity quese

1. Introduction. A heap o priority quewe is an abstract data structure consisting R
of a finite set of items, each having a real-valued key. The following operations on
heaps are allowed: aitrs ns

make heap (h): Create a new, empty heap named h.
rn an item of minimum key from heap A, without chang-

x, with predefined key, into heap k, not previously

item o m key from heap h and rewrn it. If h
onyull empty. numl:peux] iy
The fnd sn opeaton can b implesended 1.4 dese e fcllowed by an e,
but it is generally more efficicnt to m‘lcm:muuldepﬂﬂulr Additional
operlm on heaps are sometimes allowed, including the following;
mda'u.. turntheheap formod by taking the union o heitem-isont

;. Melding d
P .,m ')D.m.gn-nym ihean x tn bt I by subtracting the

TEECS Depariment, Univenity of California, San Diego, La Jolla, Calfornia 93093, USA
%, s U

*Ce
TATAT Bell Laboratories. Mureay i ew ey BPEA, UEA
Gn

scarch
Rowasch parnally sppornied by Natwonal Sccnce Fouadaton Grant DCR 8514922
chom cormespondence shoubd be sddrersed

234




& Terminal Shell Edit View Window Help = E L (0} o = o)) 73% W) Fri09:48 =
) | m D <> ) | Q oo
merge_pairs and del min Analysis

Analysis easier (more uniform) if a pairing heap is viewed
merge_pairs [| = Empty as a binary tree:
merge_pairs [h] = h homs :: 'a heap list = 'a tree

merae_pairs (hh # ho # hs) = homs [| = ()
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Analysis Analysis

Analysis easier (more uniform) if a pairing heap is viewed Analysis easier (more uniform) if a pairing heap is viewed
as a binary tree: as a binary tree:

homs :: 'a heap list = 'a tree homs :: 'a heap list = 'a tree
homs [| = () homs [| = ()
homs (Hp x hs; # hsy) = (homs hsy, z, homs hsy) homs (Hp x hs; # hsy) = (homs hsy, z, homs hss)

hom :: 'a heap = 'a tree hom :: 'a heap = 'a tree
hom Empty = () hom Empty = ()
hom (Hp z hs) = (homs hs, z, ()) hom (Hp = hs) = (homs hs, x, ())

Potential function same as for splay trees

237 231
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Verified:

The functions insert, del_min and merge all have
O(log, n) amortized complexity.
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Verified:

The functions insert, del_min and merge all have
O(log, n) amortized complexity.

These bounds are not tight.
Better amortized bounds in the literature:

insert € O(1), del_min € O(logyn), merge € O(1)
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Verified:

The functions insert, del_min and merge all have
O(log, n) amortized complexity.

These bounds are not tight.
Better amortized bounds in the literature:

insert € O(1), del_min € O(logyn), merge € O(1)

The exact complexity is still open.

238
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Sources

The inventors of the pairing heap:

M. Fredman, R. Sedgewick, D. Sleator and R. Tarjan.

The Pairing Heap: A New Form of Self-Adjusting Heap.
Algorithmica, 1986.
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Sources

The inventors of the pairing heap:

M. Fredman, R. Sedgewick, D. Sleator and R. Tarjan.
The Pairing Heap: A New Form of Self-Adjusting Heap.
Algorithmica, 1986.

The functional version:

Chris Okasaki. Purely Functional Data Structures.
Cambridge University Press, 1998.
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Verified:

The functions insert, del_min and merge all have
O(log, n) amortized complexity.

These bounds are not tight.
Better amortized bounds in the literature:

insert € O(1), del_min € O(logyn), merge € O(1)
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Sources

The inventors of the pairing heap:

M. Fredman, R. Sedgewick, D. Sleator and R. Tarjan.
The Pairing Heap: A New Form of Self-Adjusting Heap.
Algorithmica, 1986.
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Verified:

The functions insert, del_min and merge all have
O(log, n) amortized complexity.
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Thys/Pairing_Heap.thy
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