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Shift-Reduce Parser

Idea:

We delay the decision whether to reduce until we ponald iy
know, whether the input matches the right-hand-side of a rule!

Construction:  Shift-Reduce parser A7

@ The input is shifted successively to the pushdown.

@ Is there a complete right-hand side (a handle) atop the
pushdown, it is replaced (reduced) by the corresponding
left-hand side
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Chapter 4
Bottom-up Analysis

Shift-Reduce Parser

Construction:

In general, we create an automaton M5 = (Q, 7,4, qo, F) with:
@ Q=TUNU{q, [} (90, f
e IF'={f}h
@ Transitions:

{(¢,z,qz) e Q,xeT} U // Shift-transitions
{(ga,e,9A) | g€ Q,A—a € P} U // Reduce-transitions

fresh);

0 =

{(0 8.6} J/ Jfinish
Example-computation:

(a; wb) = (wa, b) F (A (b

- (@A b, € F (a0 AB, €

F (S, € F (f, €
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Shift-Reduce Parser

Construction:

In general, we create an automaton M = (Q, T, 4, qo, F) with:
@ Q=TUNU{qo, f} (g0, f
o I'={f}

@ Transitions:

{(¢;z,qx) | g€ Q,x €T} U //  Shift-transitions
{lgo,e,qA) | g€ @Q,A—~a € P} U // Reduce-transitions

fresh);

6 =

{(q0 S,e, )} /) finish
Example-computation: (70 A g ) 5\
(0, ab) (90 al F (g0 A, b)
E (A b, € bt (q AB, ¢
- (@0 S, € F (f, €

Reverse Rightmost Derivations in Shift-Reduce-Parsers

ldea: Observe reverse rightmost-derivations of 17/

GE EI\EE
j)zo 7]
A [ P @
[F[]
[name)

Input:
counter x 2 4 40

Pushdown:

(QO)
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Shift-Reduce Parser

Observation:

@ |The sequence of reductions corresponds to a reverse
rightmost-derivation for the input

@ To prove correctnes, we have to prove:

(e, w)F" (A, €) iff A—="w

@ [The shift-reduce pushdown automaton 1/ is in general also
non-deterministic

@ For a deterministic parsing-algorithm, we have to identify

computation-states for reduction

_

LR-Parsing

Chapter 4

Functions
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Reverse Rightmost Derivations in Shift-Reduce-Parsers

ldea: Observe reverse rightmost-derivations of 175!

E[0
[E]1 Ejﬁﬂ
I(D:JJOSI;dOWHZ o Ez‘
E 1 E F Z| int

EZ\ int

Input:
counter x 2 4 40

name
E — E+T° | T!
T — T«FO0 | F!
F - (E)” | name! | int?

Reverse Rightmost Derivations in Shift-Reduce-Parsers

ldea: Observe reverse rightmost-derivations of 17/

Input:

+ 40

Pushdown:

_____

E — E+T° | T!
T — T+FO | F1
F — | name! | int?
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Reverse Rightmost Derivations in Shift-Reduce-Parsers

ldea: Observe reverse rightmost-derivations of 12!

E|O
[nput:
counter x 2 4+ 40 E TE
Pushdown:
F|2
(qo) LiH
E FE int
E int
name
E — E+T? | T!
T — T«F° | F!
Fo— (E)Y | name! | int?

Bottom-up Analysis: Viable Prefix

@’y is viable for  [B — ye] iff

with a=a; ... a,
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Bottom-up Analysis: Viable Prefix

ay s v®7o] iff

S—pabBuv

with a=a ... ap

Conversely, for an arbitrary valid word o’ we can determine the

set of all later on possibly matching rules ...

Characteristic Automaton

For example: E — E+T || T
T — TxF | F
F = (F) | int
Transitions (1)
q0 E
[S—E [S—E.
‘EH-E+T}»~xHE4>E-+TE4>E+~T}~ [EHE+T-
T
[E=.T [E—T.
T * F
‘ T— -T*F}—»‘ T—TexF }—»‘ T— Tx -FW
F
[T—F [T—F-

( E )
[Foo(E) f]F—(«E) | —>=[F—(Ee) [F—(E)s

t
‘F > inte

‘F > eint
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Characteristic Automaton

Observation:

The set of viable prefixes from (N U T)* for (admissible) items can be
computed from the content of the shift-reduce parser’s pushdown
with the help of a finite automaton:

States: ltems
Start state: [S'— e 9]
Final states: {[B—+~e] | B—~ € P}
Transitions:

(1) ([A—ae XX [JA—aX ef]),

(2) ([A—aeBfle [B— e9]), A—waBfB, B—~v € P;

The automaton ¢(() is called characteristic automaton for .

Characteristic Automaton

For example:

* F

)1
|T—»-T*F}—>‘ T—>TexF }—»‘ T— Tk o F
S

[T—.F

T—TxFe

F
o]

[F—(E)s

( E
|FA>C(E)}—>‘F4>(QE)}—>‘FH(ED)
>

t
‘F > inte

|F > eint

X e (NUT),A—»aXp € P;
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Canonical LR(0)-Automaton

The canonical LR(0)-automaton LR(() is created from ¢(G) by:
@ performing arbitrarily many e-transitions after every consuming
transition
@ performing the powerset construction
@ Idea: or rather apply characteristic automaton construction to
powersets directly?

... for example:

Canonical LR(0)-Automaton

The canonical LR(0)-automaton LR(() is created from (&) by:

@ performing arbitrarily many e-transitions after every consuming
transition
@ performing the powerset construction

... for example:
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Canonical LR(0)-Automaton

The canonical LR(0)-automaton LR(() is created from ¢(G) by:
@ performing arbitrarily many e-transitions after every consuming
transition
@ performing the powerset construction
@ Idea: or rather apply characteristic automaton construction to
powersets directly?

... for example:

Canonical LR(0)-Automaton

For example: S - E
E — E+T | T
T — TxF | F
F — (E) | int

S"— Ee
E—>FEe+4+T

F — (eE)
E—>eE+T
E - oT
T —eF
T —»eT*F
F —e(E)

S'— oE

E— eE+T |

E— T
—| T = oF

T — e+ F

F — o(E)

F — eint

T > eF
T —eTxF
F o o(E)
F — eint
F — eint

I
CeEv D)
‘@
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Canonical LR(0)-Automaton

For example:

S —- E

E — E+T | T
T — TxF | F
F — (E) | int

@
@) . T > TxeF @)
(T > TxFe |« F—o(E) E— E+Ts
— | point * T sTexF
@
7
5 3

*

@
E—Te
T =TexF

LR(0)-Parser

Idea for a parser:

@ The parser manages a viable prefix a = X, ...X,, on the
pushdown and uses LR(() , to identify reduction spots.

@ It can reduce with A — ~ , if [A — ~ e] is admissible for «

Optimization:

We push the states instead of the X in order not to process the
pushdown’s content with the automaton anew all the time.

Reduction with A — ~ leads to popping the uppermost || states and
continue with the state on top of the stack and input A.

Attention:

This parser is only deterministic, if each final state of the canonical
LR(0)-automaton is conflict free.

125/287
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Canonical LR(0)-Automaton

Observation:

The canonical L RZ(0)-automaton can be created directly from the
grammar.
For this we need a helper function 67  (e-closure)

6c(q) =qU{[B— o9 | B—vy€P,
[A—a e B p'] € ¢,
B'—* Bg}
We define:
States: Sets of items;
Start state: 0, {[S"— o S]}
Final states: {¢ | [A— «e] € g}
Transitions: 6[g, X} 5 6; {[A > a X e f]|| [Aaaﬁ] € ¢}

Canonical LR(0)-Automaton

For example: s’

E+T
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LR(0)-Parser

... for example:
@ = {[S—Ee,
[E—E e +T]}
@ =| {[E—Te], @ = [[E—FE+Te,
[T—T exF]} [T —T exF|}
g3 = {[T—=Fel} G0 = |{[T—=T *Fe]}
g1 =| {[£"—inte]} g =| {[F'=(£)e]}

The final states ¢, g2, g9 contain more than one admissible item
=- non deterministic!

LR(0)-Parser

Attention:
Unfortunately, the LR(0)-parser is in general non-deterministic.

We identify two reasons:

Reduce-Reduce-Conflict:
[A— ], [A'—~ e

Shift-Reduce-Conflict:
[A—~e], [A'—a e af]

€ q with A£ AV~ #£A

€ g Wwith aeT

forastate ¢ec@.

Those states are called L R(0)-unsuited.
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LR(0)-Parser

Correctness:

we show:

The accepting computations of an L 2(0)-parser are one-to-one
related to those of a shift-reduce parser /.

we conclude:

@ The accepted language is exactly £(G)

@ The sequence of reductions of an accepting computation for a
word w € T yields a reverse rightmost derivation of G for w

LR(0)-Parser

The construction of the LR(0)-parser:

States: QU {f} (f fresh)
Start state: ¢g
Final state: f
Transitions:
Shift: (p,a,pq) it qg=0d(p,a)#0
Reduce: (Paqi---gms6&;pq) i [A=X1... X, 0] € qp,
qg=06(p, A)
Finish: (q(,@, e,m it |[S'—Se] € p
with  LR(G)=(Q,T,d,q0,F) .

130/287

129/287




LParser

Attention: J

Unfortunately, the LR(0)-parser is in general non-deterministic.

We identify two reasons:

Reduce-Reduce-Conflict:
[A— o], [A"—~ e

Shift-Reduce-Conflict:
[A—=~e], [A—a eaf]

€ q with A£ AV~ #£A

€ g with aeT
forastate ¢ge Q.

Those states are called L 2(0)-unsuited.

LR(k)-Grammars

Idea: Consider -lookahead in conflict situations.

Definition:
The reduced contextfree grammar G is called LR(k)-grammar, if for
First|as)+x(a Bw) = First|q 41 (e’ 8" w') with:

aAw — afw
d AW — o Bw

.
S =5

. . / _ Q! _ /
s = ,}follows.a_a AB=B ANA=A
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o

Strateqgy for testing Grammars for LR (k)-property
@ Focus iteratively on all rightmost derivations S —7, o X w
Q@ lterate over k > 0
@ For each v = First|, 31+« (a Bw) check if there exists a differently
right-derivable o' 8'w’ for which v = First|, 514 (¢ 'w’)
@ if there is none, we have found no objection against k&, being
enough lookahead to disambiguate afw from other rightmost
derivations

o Blw
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Reuvisiting the Conflicts of the LR(0)-Automaton

ldea: Matching lookahead with right context matters!

el

Pushdown: ;
( q( L

[nput:

f”—"’-_—_—____‘ﬁ‘\\\\\
Bl — T__ | {T]
Ty— [TkF] | F
F o — (E) | int
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LR(k)-Grammars

for example:

(1) S5A|B A-saAb|0 B-—aBbb]| 1

m/ﬁé j)l/u.ﬂc
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