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Conventions:
@ We do not differentiate between pushdown symbols and states
@ The rightmost / upper pushdown symbol represents the state

@ Every transition consumes / modifies the upper part of the
pushdown
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Example:

States: 0,1,2 ' ll) Z ﬁ |
Start state: 0 1515
Final states: 0,2

’ 12161 2

Definition: Pushdown Automaton

A pushdown automaton (PDA) is a tuple
M =(Q,T,$,q, F) with:

@ () afinite set of states;

@ T an input alphabet;

@ ¢y € Q the start state;

@ ['C @ the setof final states and

@ 0 C Q" x(Tu{e}) xQ* afinite set of transitions

Friedrich Bauer Klaus Samelson

We define computations of pushdown automata with the help of
transitions; a particular computation state (the current configuration)

is a pair:
e Q" xT*

consisting of the pushdown content and the remaining input.
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A computation step is characterized by the relation - C (Q* x T*)2
with

(0, zwfF|@y, w) for (1,2,7) €0

Remarks:

@ The relation - depends on the pushdown automaton
@ The reflexive and transitive closure of I is denoted by
@ Then, the language accepted by J4

L(M) = {eT| 3;

}

Pushdown Automata

Theorem:

For each context free grammar G = (N, T, P, S)
a pushdown automaton M with £(G) = £(M) can be built.

M. Schiitzenberger A. Ottinger

The theorem is so important for us, that we take a look at two
constructions for automata, motivated by both of the special
derivations:

@ | M £ [to build Leftmost derivations
@ |)/ £ |to build reverse Rightmost derivations

79/287

81/287

Definition: Deterministic Pushdown Automaton

The pushdown automaton A/ is deterministic, if every
configuration has maximally one successor configuration.

This is exactly the case if for distinct transitions
(v1,2,72), (), 2',~v5) € 6 we can assume:
Is v, a suffix of v, then z £ 2/ A o # e # 2/ is valid.

... for example:
0 [a]ll
al| 11
IIBIE
270 2

... this obviously holds

ltem Pushdown Automaton — Example

Our example:

S — AB A — a B — b
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ltem Pushdown Automaton — Example

We add anotherrule S — S $ for initialising the construction:
Start state: [S"— o 5§
End state: [S"— S e §]

Transition relations:

[S"— o S §]

€ |[S’%.S$]||[S%.AB]|
[S— e AB] e | [S— o AB[[A— e q]
A— oa]l a|[A—ae
S%OABl[A%aO” e[ [S—~AeB|
S—AeB ' e | [S—A e B[[B— e
B— el] b|[B—be]
S—Ae B|[B—be] e |[S—ABe]
[S"— ¢ S§|[S—>ABe] | e |[S—S o §

ltem Pushdown Automaton — Example

We add anotherrule S — S $ for initialising the construction:

Start state: [S"— o 5§
End state: [S"— S e §]
Transition relations:

[S"— o 5§ e|[S"— e S [S— e ADB]

[S— e AB] e|[S— o AB|[A— e q]

A— ed] a|[A—ae

|S%0|A|B|[A%ao]| € |S*>AOB|

TS —A e B  Te|[S—>AeB[[B— el

B— eb] b|[B-—be]

S—Ae B|[B—be] €| [S—ADBe]

S e S§|[S—>ABe] | e|[ =S o §
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[tem Pushdown Automaton

The item pushdown automaton 175 has three kinds of transitions:

Expansions: ([A—aeBf].e/[A—~aeB ][5~ eq]) for

A= aBfp, B>~ €F
([A—>aeaf],a,[A—caaeB]) for A—saaf € P
d[A%aoBB][B%fyo]le,lA%aBoﬁ]j for
A—waBp, B—~ € P

Shifts:
Reduces:

ltems of the form: [A — «ve]

The item pushdown automaton shifts the bullet around the derivation
tree ...

are also called complete

ltem Pushdown Automaton

The item pushdown automaton 175 has three kinds of transitions:

Expansions: ([A—aeBfj],e,[A—aeBj][B— ev]) for
A— aBfB, By € P

Shifts: ([A—>aeaf,a,[A—~aaef]) for A—aapB € P

Reduces: ([A—ae B [B—~vel,e,[A—~aBefj]) for

A—aBp, B—v € P

ltems of the form:

The item pushdown automaton shifts the bullet around the derivation

tree ...

[A— e

are also called complete
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ltem Pushdown Automaton

Discussion:

@ The expansions of a computation form a leftmost derivation
@ Unfortunately, the expansions are chosen nondeterministically

@ For proving correctness of the construction, we show that for
every ltem [A—«e B ] the following holds:

([A—waeBpl,w) " ([A—~aBef], € iff B —="w

@ LL-Parsing is based on the item pushdown automaton and tries
to make the expansions deterministic ...

Topdown Parsing

Problem:

Conflicts between the transitions prohibit an implementation of the
item pushdown automaton as deterministic pushdown automaton.

Idea 1: GLL Parsing

For each conflict, we create a virtual copy of the complete stack and
continue deriving in parallel.

ldea 2: Recursive Descent & Backtracking
Depth-first search for an appropriate derivation.

Idea 3: Recursive Descent & Lookahead

Conflicts are resolved by considering a lookup of the next input
symbol.
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[tem Pushdown Automaton

Example:

S —=9$

S—elaSh

The transitions of the according ltem Pushdown Automaton:

0[S — o5 9] €] [S"— @S S|[S— ]
L1]][S"— oS §] el [S"— ¢S S|[S— eaSh]
215> eaSh a|[S—>aeSh
3| [S—aeSb €|l [S—aeSbI[S— e
4| [S—aeSb €|l [S—aeSH[S— eaSh
5[ [S—>aeSh S — e €| [S—aSeb
6[S—aeSO[S—aShe] |e|[S—aSeb
T[S —aSeb b | [S— aSbe]
8| [9— S 8]|S— 9] el =508
9| [9— S F|[S—aSbe] | e |[S—=S5Se$
Structure of the LL(1)-Parser:
| T
) —{ 11
< > Output

M

@ The parser accesses a frame of length 1 of the input;
@ it corresponds to an item pushdown automaton, essentially;
@ table M[q, w] contains the rule of choice.
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Topdown Parsing

Idea:
@ Emanate from the item pushdown automaton

@ Consider the next input symbol to determine the appropriate rule
for the next expansion

@ A grammar is called LL(1) if a unique choice is always possible

91/287

Topdown Parsing

Example 1:
S = if(E)SelsesS |
while (E) S |
E;
E — id
is LL(1), since First;(£) = {id}
Example 2: M
. 7l
S & if(E)Selses | LA gé/%
if(E)S | it p
whil \ :W <
; /7 i oA
E o — i

... isnot LL(k) for any k > 0.
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Topdown Parsing

ldea:
@ Emanate from the item pushdown automaton

@ Consider the next input symbol to determine the appropriate rule
for the next expansion

@ A grammaris called LL(1) if a unique choice is always possible

Definition:
A reduced grammar is called L (1), Phiip Lewis Pichard Stearns

if for each two distinctrules A —+a, A— <o € P andeach
derivation S —7 u A 8 with v € T™* the following is valid:

S 4

First;(a 8) N Firsty(a’ B) =0

Lookahead Sets

Definition: First;-Sets
For aset L C T we define:

Firsty(L) = {e|le€ L} U{ueT|3veT* : wel}

Example: S —e¢ | aSb

aabbb
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Lookahead Sets

Arithmetics:
First;(_) is distributive with union and concatenation:

Fil’Stl(@) )
| Fil’Stl(Ll U L2) = FiI’Stl(Ll) @] Fil’Stl(LQ) |
FiI’Stl(Ll . Lz) = FiI’Stl(Fil’Stl(Ll) . FiI’Stl(L2))

:= First;(L1) ®1 First1(Lo)

®1 being 1 — concatenation

Lookahead Sets

For o € (N UT)* we are interested in the set:
Firsti () = Firsty({w € T* | « =" w})
Idea: Treat e separately: First; (A) = F.(A) U {e| A—"¢}

@ Letempty(X) =trueiff X >"¢.
@ F(Xy... Xpm)=U_, Fo(Xa) if NZ] empty(X;) A —empty(X;)
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Lookahead Sets

Arithmetics:
First;(_) is distributive with union and concatenation:

FiI’Stl(@) 0
FiI’Stl(Ll @] Lz) = Fil’Stl(Ll) U Fil’Stl(L2>
FiI’Stl(Ll . LQ) = FiI’Stl(Fil’Stl(Ll) . FiI’Stl(Lg))

= Firstl(Ll) ®1 Fil’Stl(LQ)

®1 being 1 — concatenation

Definition: 1-concatenation
Let L1,Ly CTU{e}withL; # 0 # Lo. Then:

_
o1 1z = { \{e})U

If all rules of & are productive, then all sets First; (A) are non-empty.

if el
otherwise

94/287




