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Attention: Attention:
Many grammars are not LL(k) | Many grammars are not LL(k) !
A reason for that is: A reason for that is:
Definition Definition
Grammar (' is called left-recursive, if Grammar ( is called left-recursive, if
A—TAB foran Ae N, e (TUN)" AT AR foran Ae N, 5 e (T'UN)”
Example:
E — EWT | 1
T — 1xF | F
F — (FE) | name | int

... is left-recursive



Bottom-up Analysis

Theorem:

Let a grammar & be reduced and left-recursive, ther] & is not LL (k)
for any k.

Proof:

Let A= Af|la € P
and A be reachable from 5

Assumption: Gis LL(k)
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Bottom-up Analysis Shift-Reduce Parser

Theorem:

Let a grammar & be reduced and left-recursive, then & is not LL(k)

for any k.

Proof: Idea:

Let A—ABla € P We delay the decision whether to reduce until we ponald
and A be reachable from $ know, whether the input matches the right-hand-side of a rule!

Assumption: Gis LL(k)
Construction:  Shift-Reduce parser 11X

>Firsty (e 8™ y) N
Firsty(a "1 ) =0 @ The input is |shifted successively to the pushdown. |
@ Is there a complete right-hand side (a handle) atop the
pushdown, it is replaced (reduced) by the corresponding

Case1: j3—"e¢ — Contradiction I!!

left-hand si
Case2: [—*w # ¢ —— First, (()x-u:ﬁ" ) N Firs‘u,(oz-u."!"_J ~v)# 0 eft-hand side
Shift-Reduce Parser Shift-Reduce Parser
Example: Construction:
: 5 In general, we create an automaton M5 = (Q, T, 6, qo, F) with:
1 s a ® Q=[T'UNU{q,/} (g0, f fresh);
B — b o I'={Ff}
The pushdown automaton: @ Transitions:
5 = WdklusiloeQeet U //__Shift-transitions |
States: q, f,a, b, A, B, S; (qlafefqld) | ¢ € QJA el € P} U // Reduce-transitions
Start state: TR 77 TS
End state: [
qo [ | qo @
a |ell[A
LA [ & |[Ab
b | el B
AB | el S
qo S | € f ‘




Shift-Reduce Parser

Construction:
In general, we create an automaton AM/{ = (Q, T, d, qy, F') with:
] (J =TUNU {(I(J: f} (q’(]; f fI‘eSh),
o I'={fh
@ Transitions:
g, 2qm) | gz eT} U //  Shift-transitions
{(gee.qA) |ge Q. A= € P} U // Reduce-transitions

§ =

w56 ) //finish
Example-computation:
(qo, ab) (g a, b) (g0 A, b)
(@A b, € (g0 AB, )
((I(] S: 6) f (f, 6}

Reverse Rightmost Derivations in Shift-Reduce-Parsers

Idea: Observe reverse rightmost-derivations of 17/

lnput:
D

counter % 2 + 40

[+]

Pushdown:
qo )

o
E

[~ [=]

HRERE
ERE
=
JEREN
El

Shift-Reduce Parser

Observation:

@ The sequence of reductions corresponds to a reverse
rightmost-derivation for the input

@ To prove correctnes, we have to prove:

(e, w)=" (A, €) iff A" w

is in general also
non-deterministic

@ For a deterministic parsing-algorithm, we have to identify
computation-states for reduction

Ii The shift-reduce pushdown automaton 1/

LR-Parsing

Reverse Rightmost Derivations in Shift-Reduce-Parsers

|dea: Observe reverse rightmost-derivations of )1/
E

EE B EE

F;s)hdown: Ej

BN B EE

L] fint]
[name

Input:




Reverse Rightmost Derivations in Shift-Reduce-Parsers Reverse Rightmost Derivations in Shift-Reduce-Parsers

Idea: Observe reverse rightmost-derivations of 17! |dea: Observe reverse rightmost-derivations of 1/
~ /”r’ E U
Input: Input: & - J::l
+ 40 + 40 (
Pushdown: Pushdown:
(qo\L * 1) (qo'l * I1) <

Generic Observation: Generic Observation:

In a sequence of configurations of 1//f In a sequence of configurations of 17/

(goay, v)F (o B, v) =" (905, €) (oo, v)F (qoa B, v) " (g0 9, €)
we call a+ a viable prefix for the complete item [B — ~e] . we call «+ a viable prefix for the complete item [B — ye] .
Reverse Rightmost Derivations in Shift-Reduce-Parsers Characteristic Automaton

Idea: Observe reverse rightmost-derivations of 11/

nout _~EJo] Observation:
nput: — oo~ Do : The set of viable prefixes from (N U T)* for (admissible) items can be
\|B E : EE ; computed from the content of the shift-reduce parser's pushdown
Pushd e S S, TR with the help of a finite automaton:
ushdaown: :qu !

(a0 E+H) (S States: ltems

] B Start state: [5'— e 5]

Final states: {(B —~e] | B—~ € P}

Ej D Transitions:

. . (1) (A aeX [ X [AaXef]), X e (NUT)AraXp e P;
Generic Observation: :I (2) ([A—aeBfjle [B— 9], A—aBp, B—~v € P,
In a sequence of configurations of 1//f

(goay, v)F (goaB, v)F* (g0 S, €) The automaton ¢(() is called characteristic automaton for .

we call o~y a viable prefix for the complete item [B — ve] .



Characteristic Automaton Characteristic Automaton

For example: E — E4+T | T For example: E - E+T | T
T — T*xF | F T - T+xF | F
F — (E) | int o= (E) | int
AN E AN E
5= g —f5=E1] [ —{sE] L2) o
) ] £y
[ E + T . { V) E + T
[EE+T|—={E—E+T | EﬁE+-T}——H E—E+Ts | [E— E+T = E Bt T E—E+ T EE+ T
".‘ P
- -
[E—.T [E~T. [E—.T [E—T.
R e s T oy vy (Er e R T ey
. a
|T»-F}—F—m T--Fi‘-—F-FT»F- 1
( [ (=
E ) [ E ) —
[F=o(E)}—{F— (+E) }—{F—~(E+) }—-HF—.(EJ-\ | [Foo(E) - {F— (+E) }—{F—(Ep) || F~(E)+]
\ - L
int A it
Reverse Rightmost Derivations in Shift-Reduce-Parsers Bottom-up Analysis: Admissible ltems

Idea: Observe reverse rightmost-derivations of 11/

-
Input: e /EE

The item " [B — v e 3]

is called admissible for@ﬂ

Pushdown: g S RS
(qo 2+ E) : [F]

s
B

Generic Observation:
In a sequence of configurations of 1//f

(qpay, v)F (gua B, v) " (g5, €)

we call oy a viable prefix for the complete item [B — e . Lwith a=a5 ... an



Characteristic Automaton

Observation:

The set of viable prefixes from (V U T")* for (admissible) items can be
computed from the content of the shift-reduce parser’s pushdown
with the help of a finite automaton:

States:| ltems
Start state: |[S' — e 5]
Final states: {[B —~e]| B—~ € P}|
Transitions:
(1) ([A—=ae X X[A—aXe]), X e (NUT),A—aXje P;
(2) '[{ %’(15]:6: Bl% D'y]l)l A—waBfB, B—y € P,

The automaton «() is called characteristic automaton for G.

Canonical LR(0)-Automaton

The canonical LE(0)-automaton LR(() is created from ¢(&) by:
@ |performing arbitrarily many e-transitions after every consuming

transition

@ performing the powerset construction

... for example:

Characteristic Automaton

For example: E - E+T | T
T — T+«F | F
F — (E) | int

N E
7B —fr=E]

,‘". ¢ (\' E + T |

| [EoE+T | —{E—E+T}—|E—E+ T|—|E—~E+T-
I‘m 0N

\ e

\E roT

{ * (\' T

| [T T+ Fl—{T—TexH

N

[T --F}——HT »Fe |

/

I ( E j
( ‘F_..(Ej}__1F_.(.£)|__1F_.(5.)|_.HF_.(.5).|
\ - L

\\ _nt

|E »Te

* F
1——|T -Tw-F| .HT > T Feo

Canonical LR(0)-Automaton

Example: E =

Fo

Cioawergfore we determine:
[< vz |
. [E-—*) .543'

fe > 7],

TS




Canonical LR(0)-Automaton

Example: E — E+T | T
T — TxF | F

Therefore we determine:

90 = {5 —.sE] q = qofE) =({{[5 > Es,
[E— sELT], (£ E o4 T])
| o],
[T — o T=F|, gz = o(q,T) = /{[F—Te],
[T — of] [1'— T o1}
[~ e (E)],
[f—- Clnt]} g3 = O(qu,F) = {[1'—»f0]}
g2 = o(qo,int) = A[F—inte]}
Canonical LR(0)-Automaton
g = Ogo, () = {[F—=(eL)], g = dgz,x) = {[T—>Txel]
[E— ¢« E+T], [FF— o (F)]
[E— oT], [F"— eint]}
[T o1 % I,
[T o F], gs = O(gs, E) = {[FF—=(Ee)]}
[FF— o ( E)], [F—FEe+T]}
[["— eint]}
go = 0(qs,T) = {[E—=E+Te,
g = 6q,+) = {[E—=E+eT], [1'— T ex I}
[T — o1 xF],
[T — o F], quo = g7, F) = {[T—=TxFe|}
[F'— o ()],
[£'— eint]} gu = 9d(gs,)) = {[F—=(E)e]}

Canonical LR(0)-Automaton

g = g, ) = {[F s ( OL'_"-], g = O0(g,%) = {[T >T>:<OF],
(£~ o E5T], [FF— o (L12)],
[E— o1, [ — eint]}
T >0T>:<F].
[T — o F], gs = PlaghEy = {[F—=(Ee)]}
[F— o(E)], [F— Fe+T|}
[FF— eint[f
o 5} = d(({(ﬂ, T) = {[E » | + 'TC],
g = 6q,+) = {[E—=E+eT], [T — T exF]|}
[T— T« F],
[1"— o ], g = g, F) = {[I'=TxFe]}
[F > '(E)]* )
[FF— eint]} gu = O(gs,)) = {[F—=(FE)e]}

Canonical LR(0)-Automaton

Observation:

The canonical L2(0)-automaton can be created directly from the
grammar.

Therefore we need a helper function 47  (e-closure)

() =qU{[B—>eq]| A aeB' g cq,
ge (NUT): DB —=*Bp}
We define:
States: Sets of items;
Start state: 7 {[S’' — 5]}
Final states: {¢ | 34—a € P:| [A—= ae]|€ g}
Transitions: d(q, X) =d"{{[A—=aX e ] [[A—ae X 3] € q}




LR(0)-Parser

|dea for a parser:
@ The parser manages a viable prefix o = X; ... X,, on the
pushdown and uses LE(() , to identify reduction spots.
@ It can reduce with A — ~ , if [A — ~ o] is admissible for o

Optimization:

We push the states instead of the X; in order not to process the
pushdown’s content with the automaton anew all the time.

Reduction with A — ~ leads to popping the uppermost |v| states and
continue with the state on top of the stack and input A.

Attention:

This parser is only deterministic, if each final state of the canonical
LIi(0)-automaton is conflict free.

Canonical LR(0)-Automaton

The canonical LE(0)-automaton LR(() is created from ¢(&) by:
@ performing arbitrarily many e-transitions after every consuming
transition
@ performing the powerset con

LR(0)-Parser

|dea for a parser:
@ The parser manages a viable prefix « = X, ... X,, on the
pushdown and uses LE(() , to identify reduction spots.
@ It can reduce with A —~ , if [A — + e] is admissible for «

Optimization:

We push the states instead of the X, in order not to process the
pushdown’s content with the automaton anew all the time.

Reduction with A — ~ leads to popping the uppermost |v| states and
continue with the state on top of the stack and input A.

Attention:

This parser is only deterministic, if each final state of the canonical
L1?(0)-automaton is conflict free.

Reverse Rightmost Derivations in Shift-Reduce-Parsers

ldea: Observe reverse rightmost-derivations of 11!

Input:

+ 40

Pushdown:
(a0 1)

Generic Observation:
In a sequence of configurations of 1//f

(qoay, v)F (qoaB, v)F" (qv 9, €)

we call o~ a viable prefix for the complete item [B — ve] .



Canonical LR(0)-Automaton

Observation:

The canonical LZ2(0)-automaton can be created directly from the

grammar.
Therefore w

e need a helper function 6/  (e-closure)

ig)=qU{[B— ev] | F[A—ael'F] € q,

We define:

States:
Start state:
Final states:
Transitions:

LR(0)-Parser

Be (NUT)*: B —*Bp}

Sets of items;

55 {[S" = 0 5]}

{g| A e P: [Asae € ¢}

g, X)=0{[A—-aXe g |[A—-aeXj] € q}

... for example:

q1

q2

q3

g4

= { Sf —d EO.‘ |

= {[E—’l‘C] . g = {[E—‘E—Fi‘b]i
7' —T ex I} [T —TexF]}

= WL Lef} quo = {[T—=T xFe]}

— {[F s inte]) o = {IF - (E)e])

The final states ¢, g2, go contain more then one admissible item

> non deterministic!

LR(0)-Parser

|dea for a parser:
@ The parser manages a viable prefix « = X, ... X,, on the
pushdown and uses LE(() , to identify reduction spots.
@ It can reduce with A — ~ , if [A — ~ e] is admissible for «

Optimization:

We push the states instead of the X, in order not to process the
pushdown’s content with the automaton anew all the time.

Reduction with A — ~ leads to popping the uppermost |v| states and
continue with the state on top of the stack and input A.

Attention:

This parser is only deterministic, if each final state of the canonical
L1?(0)-automaton is conflict free.

LR(0)-Parser

Attention:
Unfortunately, the L[parser is in general non-deterministic.

We identify two reasons:

Reduce-Reduce-Conflict:
[A—~e], [A" =~ € ¢ with A#AVvVy#AS

Shift-Reduce-Conflict:
[A—~e], [A'vaeaf] € ¢ with aeT

forastate ¢ (@.

Those states are called Lf?u nsuited.



Revisiting the Conflicts of the LR(0)-Automaton

What differenciates the particular Reductions and Shifts?

Input:
*|2 4+ 40

Pushdown:
(qo 1)

i M
e[1]
ramo

onlERGn

Revisiting the Conflicts of the LR(0)-Automaton

ldea: Matching lookahead with right context matters!

Input: __

Pushdown: =
(a0il?) C

s FoT
F— (E)

E[1] [1]1]
[]

2]

i)

D R e
Ej int
name

Revisiting the Conflicts of the LR(0)-Automaton

What differenciates the particular Reductions and Shifts?

Input:

6940

Pushdown:
(o T)

— E+T

E
T — TxF
P

| int

%[0}

Revisiting the Conflicts of the LR(0)-Automaton

|dea: Matching lookahead with right context matters!

Input: o
440

Pusthwn:
(90T%)




LR(k)-Grammars

|dea: Consider k-lookahead in conflict situations.

Definition:

The reduced contextfree grammar & is called LR(k)-grammar, if for
First,(w) = Firsty (z) with:

S =5 oAw — afw

. . follows: o =a’ A A=A Aw' ==z
S =5 AW - afz }




