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Topdown Parsing

ldea:
@ Emanate from the item pushdown automaton

° |Consider the next input symbollto determine the appropriate rule
for the next expansion

@ A grammar is calleq LL(1) jf a unique choice is always possible

Structure of the LL Parser:

0 >

Output
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M

@ The parser accesses a frame of length 1 of the input;
@ it corresponds to an item pushdown automaton, essentially;
@ table M ¢, w] contains the rule of choice.

Topdown Parsing

Idea:
@ Emanate from the item pushdown automaton

@ Consider the next input symbol to determine the appropriate rule
for the next expansion

@ A grammar is called LL(1) if a unique choice is always possible

Definition:
A reduced grammar is called LL(1), PriipLowis | Richard Stearns

if for each two distinct ruleg A ({ o), A a'|€ P and each
derivation S — | |u|4|5 with u € T the folloWing is valid:

Firsi{afﬁl N Firs]‘a' ;’)’i =10




Topdown Parsing

Example 1:

S = if(E)SelseS
while (£) S |
E;

FE — id

is LL(1), since  First, (E) =|{id}

Lookahead Sets

Definition: First;-Sets
For a set L C T* we define:

Firsty(L) = {e|ee L}U{ueT|IveT" : uwvelL}

Example:[ 5 ¢ [[] db

First, (5)

€

alb

aabb
aaabbb

Topdown Parsing

Example 1:

5 — if(E)SelseS
while ( ) 5 |

£

id

~
!

Example 2:
S

~

Lookahead Sets

Arithmetics:

is LL(1),since First, (£) = {id}

S

:@ﬂm) 'l\p(io(\ eloc

is not L L(k) forany k& > 0.

First;(_) is compatible with union and concatenation:

First, (W}
FirStJ (L1 @] LQ}
FiI’StJ (Ll . Lg)

0

First
Irsty

(Ll) @] FirStJ(LQ}
(Firstl(Ll) . Fil’StJ(Lg})
(L1) @ Firsty(La)

© being 1 — concatenation



Lookahead Sets

Arithmetics:
First;(_) is compatible with union and concatenation:
First; (w) = 0

Fil’Stl(Ll U Lg)
FirStl(Ll . Lz}

Fil’Stl (Ll} U Fil’Stl (Lz)
Fil’Stl (FiI’StJ (Ll) - Fil’Stl (Lg)}
First, (Ll} ® FirStJ(LQ)

© being 1 — concatenation

Definition: 1-concatenation
LetL,, L, CTU{e}withL; # () # Ly. Then:

L1 if 6§ZL1

Liols = { (L\{e}) UL,  otherwise

If all rules of &G are productive, then all sets First;(A) are non-empty.

Lookahead Sets

For e € (VU T)* we are interested in the set:

First; () = Firsty({w € T" | « =" w})

|dea: Treat e separately: First;(A) = F'.(A)U{e | A—="e}
@ Letempty(X) = trueiff X —"¢.
® Fo(Xy... Xp) =, Fo(Xy) it AZ] empty(X;)

We characterize the e-free First,-sets with an inequality system:

F.(a)
Fe (A)

{a} if ge T
Faxpn )it |l xi.. xm epr, |
17, empty(X;)

Ul

Lookahead Sets

Fora € (N UT)* we are interested in the set:
Firsty (a) = Firsty({w € T* | « =" w})
Idea: Treat e separately: First, (A) = F.(A) U {e| A—"¢}

@ Letempty(X) = trueiff X —" €.
O Fo(Xy... X)) =, Fe(X) If A empty(X;)

EE———
_____—"—-—-_-
_-—._-'_"‘"
Lookahead Sets
for example...
E — E+T | T
T — T«F | F
F = (FE) | name | int

with  empty(£) = empty(1") = empty(F) = false

... We obtain:
F(E) 2 F(T) F(T) 2 F(T)
F, (T) 2 J—"‘r’(F) Fe (r} 2 { ( ;y Name, int}



Fast Computation of Lookahead Sets

Observation:
@ The form of each inequality of these systems is:

xr Jy resp. r Jd

for variables =, yund d € D.
@ Such systems are called pure unification problems
@ Such problems can be solved in linear space/time.

for example: D = 2fabel
xo 2 {a}
1 2 {b} r1 2 T r1 D 3
x 2 e} Lo 2 @Iy
x3 2 {c} r3 O T2 r3 2 T3

Frank DeRemer
& Tom Pennello

Proceeding:

@ Create the Variable Dependency Graph for the inequality system.

@ Whithin a Strongly Connected Component (— Tarjan) all
variables have the same value

Fast Computation of Lookahead Sets

/ \
Frank DeRemer | 0 } = |
& Tom Pennello N A

Proceeding:
@ Create the Variable Dependency Graph for the inequality system.

Fast Computation of Lookahead Sets

Frank DeRemer
& Tom Pennello

Proceeding:
@ Create the Variable Pependency Graph for the inequality system.
@ Whithin a Strongly/Connected Component (— Tarjan) all

variables have thé same value
@ Is there no ingoing edge for an SCC, its value is computed via
the smallest upper bound of all values within the SCC




Fast Computation of Lookahead Sets Fast Computation of Lookahead Sets

Frank DeRemer

' |
| | /
g i
& Tom Pennello k N /) = ’/\

| F(T) 7
T ... for our example grammar: 2 C’h’([l{
|
2

2/ First; :
Proceeding:
@ Create the Variable Dependency Graph for the inequality system.
@ Whithin a Strongly Connected Component (— Tarjan) all
variables have the same value
@ Is there no ingoing edge for an SCC, its value is computed via
the smallest upper bound of all values within the SCC

@ In case of ingoing edges, their values are also to be considered
for the upper bound

Fast Computation of Lookahead Sets ltem Pushdown Automaton as LL(1)-Parser

back to the example: 5 —¢ | aSb
The transitions in the according Iltem Pushdown Automaton:

... for our example grammar: 0175 = ¢35 9= e 9[5>
1[5~ &8 e [[5— o5][S— ea S
2115— eal b] al||S5-—raes b]

First; : 31 [S—aeSh e[ [S—aeSh[S—e]
41[5—=aeSh e[[S—aeSH[S— ea S
5| [9—aeSh[S— e e|[S—aSeb
G6|[S—>aeSh[S—+aShe] | e|[S—raSeb
T1[5—aSeb b|[S—als bo]

8 1[5 — o8]S9 e |[S = Se
91 [S"— eS|[S—aSbe] e|[5—=5e

Conflicts arise between transations (0, 1) or (3,4) resp..



ltem Pushdown Automaton as LL(1)-Parser

... in detail:

S — €

0

as

bl

| First, (input) H € I a | b ‘

[

w € Firsty (|

w € Firsty( ]|

ltem Pushdown Automaton as LL(1)-Parser

Follow, (5)

-

jnci

w € First, (|

w e First,(Firat,(",‘) (o First,(,")’) @1 ... First,(ﬁ[;))
w € Firsty () ®1 Follow:(B)

Inequality system for Follow- (B) = First; (3) @1 ... ®q Firsty(fp)

)

Follow, (B)

Follow: (B)

>

2

Followq (A)

if

if

A%’(,‘JE 1...X,] € P,
|empty(X1} A A empty(X—1) |
Ao ab X1 X =T,
empty(X1) A ... A empty(X,,)

2 =

ltem Pushdown Automaton as LL(1)-Parser

ltem Pushdown Automaton as LL(1)-Parser

Is G an LL(1)-grammar, we can index a lookahead-table with items
and nonterminals:

LL(1)-Lookahead Table J

We set M1[B] [o]] =[7] with E—ﬁHif € First-l ®1 Follow, (B)

... forexample: S ¢

aShl



ltem Pushdown Automaton as LL(1)-Parser

Is ¢ an LL(1)-grammar, we can index a lookahead-table with items
and nonterminals:

LL(1)-Lookahead Table
We set M[B, w] = i with B—~"if w € Firsty(y) ®1 Follow (B)

... forexample: S —¢0 | aSh?

First; (S) = {e, a}

ltem Pushdown Automaton as LL(1)-Parser

Is ¢ an LL(1)-grammar, we can index a lookahead-table with items
and nonterminals:

LL(1)-Lookahead Table
We set M[B, w] = i with B —~"if w € Firsty(y) @1 Follow, ()

... forexample: S ¢? | aSb?

First; (S) = {e,a} Follow(S)

S-rule @

S-rule 1 : Firsty (a.

ltem Pushdown Automaton as LL(1)-Parser

Is ¢ an LL(1)-grammar, we can index a lookahead-table with items
and nonterminals:

LL(1)-Lookahead Table
We set M[B, w] = i with B—~"ifw € First;(y) ®; Follow;(B)

aSht

... forexample: S —¢?

First;(S) = {¢,a} Follow;(S) = {b, ¢}

ltem Pushdown Automaton as LL(1)-Parser

Is G an LL(1)-grammar, we can index a lookahead-table with items
and nonterminals:

LL(1)-Lookahead Table
We set M[B, w] = i with B—~"ifw &€ First;(y) ©; Follow;(B)

alS b

... forexample: 5 /e

First)(S) = {e,a} FRbllow,(S) = {b, €}

S-rule 0 : First;(e) @1 Follow(S) = {b,€}
S-rule 1 : Firsty(aSb) ©1 Follow,(S) = {a}
[ < [all(d

(INOVTY0)



ltem Pushdown Automaton as LL(1)-Parser

Forexample: | S —¢® | aSbh!

The transitions of the according item Pushdown Automaton:
0[S~ &S e | [5— o5][5 e
1[5 — 8 e[S — eS5][S— ea S
21[5— eash al[S—aeSh
311S—aeSh e|[S—+aeSb[S e
4[5—aeSh e[ [S—aeSH[S— eaSh
5[5 —aeSbl[S e c|[S—vaSeb
6[S—aeSbl[S—aShe]|e|[S—aSeb
T11S—aSeb b |[S—aShe)

8 1[5~ oS5|[S e e[S —+Se
915~ e5]|[S—>aSbe] e | [S —Se

Lookahead table:

Topdown-Parsing

Discussion
@ A practical implementation of an LL(1)-parser via recursive
Descent is a straight-forward idea

@ However, only a subset of the deterministic contextfree
languages can be parsed this way.

@ Solution: Going from LL(1) to LL(k)
@ The size of the occuring sets is rapidly increasing with larger %

@ Unfortunately, even LL (k) parsers are not sufficient to accept all
deterministic contextfree languages.

@ In practical systems, this often motivates the implementation of
k=1only..

Topdown-Parsing

Discussion

@ A practical implementation of an LL(1)-parser via recursive
Descent is a straight-forward idea

@ However, only a subset of the deterministic contextfree
languages can be parsed this way.

Chapter 4:
Bottom-up Analysis



