LR(0)-Parser

Script generated by TTT

Attention:
Unfortunately, the L 2(0)-parser is in general non-deterministic.
Title: Petter: Compilerbau (08.06.2015)
We identify two reasons:
Date: Mon Jun 08 14:20:58 CEST 2015
Duration: 94:57 min Reduce-Reduce-Conflict:
' ' [A—=~e], [A/—=~'e] € ¢ with A A Vy#£y
Pages 51 Shift-Reduce-Conflict:
[A—=~ve], [A/—aeafl] € ¢ with acT
forastate ¢ec Q.
Those states are called . R(0)-unsuited.
Revisiting the Conflicts of the LR(0)-Automaton Revisiting the Conflicts of the LR(0)-Automaton
What differenciates the particular Reductions and Shifts? What differenciates the particular Reductions and Shifts?
E| O
Input: j Input:
Pushdown: Pushdown:
E T|O F|2
(00 7) LI kil 2] (0 T)
T[] [E[2]  [in
HH int
E — E+T | 1T E — E+T | 1
T — TxF | I T — TxF | I
F = (FE) | int F —= (E) | int



Revisiting the Conflicts of the LR(0)-Automaton

\dea: Matching lookahead with right context matters!

Input: —

Pushdown:
(a0:T%) =]

£ BT
T [N | F
F - (E) | int

LR(k)-Grammars

|dea: Consider k-lookahead in conflict situations.

Definition:
The reduced contextfree grammar ¢ is called LE(k)-grammar, if for
|Fir5t;‘.('u,=) = Firsty () with:

S —r @ v — af EI |
- St "H fIle»_— NNA=AlA W =2z
S -k “f'r — apBif] oowsie—a v

Revisiting the Conflicts of the LR(0)-Automaton

ldea: Matching lookahead with right context matters!

Input:

Pushdown:
(qoil?)

ek T
L1
Jae
-5

LR(k)-Grammars

Idea: Consider k-lookahead in conflict situations.

Definition:
The reduced contextfree grammar ¢ is called LE(k)-grammar, if for
First, (w) = Firsty(x) with:

S =% aAw — afw
: i P 5 follows:a=a’' A A=A A v ==
S = dAvW — afzx

Strategy for testing Grammars for L 2(k)-property ]
@ Focus iteratively on all rightmost derivations|S — 7, a X w— ¢ 3 u]
© Identify handle « 3 in sentence forms o 8w ]

@ Determine minimal &, such that First, (w) associates 3 with a
unique X' — 3 for non-prefixfree o 3s




LR(k)-Grammars

for example:

1y S—A| B A—adAb | 0 B—aBbb | 1

LR(k)-Grammars

for example:

1) S—A| B A—aAb | 0 B—aBbb | 1
...isnot LL(k) for any k :
Let S—haXw—apBw. Then «p isofoneofthese
forms:
A, B,a"aAb,a"aBbb,ad"0,a"1l (n=0)
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LR(k)-Grammars

for example:

(1Y S—A| B A=aAb |0 B—aBbb |1
...isnot LL(k) for any k :

Let S—haXw—lafw Then «f isof one of these
forms:

A IE ! a Ab :Qqna—wgz‘;

aon A bl v I
aon A LVY o AL

Q"l !)Ozoh

o0 lh

LR(k)-Grammars

for example:

(1) S—A| B A—aAb |0 B—aBbb | 1
...isnot LL(k) for any &k —but LR(0):
Let S—LaXw— u. w. Then «f isofoneofthese
forms: '

A, B,a"aAb,aaBbb, a"0,a"1l (n>0)



LR(k)-Grammars

for example:
1y S—A| B A—=aAb | 0 B—aBbb | 1
... isnot LL(k) for any k — but LE(0):

Let S—LaXw—apw. Then a«ap isofoneofthese
forms:

A, B,a"aAb,a"aBbb,a"0,a”1 (n>0)

(2) S—adc A—Abb| b

LR(k)-Grammars

for example:

(3) S—adc A—bbA | b

LR(k)-Grammars

for example:
(1Y S—A| B A=aAb |0 B—aBbb | 1
... is not LL(k) for any & —but LR(0):
Let S—LaXw—aBw. Then a«af isofone ofthese
forms:
A, B, a"%aAb,a"aBbb, a"0, a1 (n>0)

(2) S—aAc A—=Abb | b
... is also not LL(k) for any & :

let S—LaXw—aBw. Then «f isofoneofthese
forms:

ab, aAbb, aAc

LR(k)-Grammars

for example:

(3) S—ade A—=bbA | b
Let ShaXwrafw with {y}=Firstz(w) then
«a By is of one of these forms:

ab®be, ab®™bbAc, alc



LR(k)-Grammars LR(k)-Grammars

for example: for example:
(3) S—ade A—=bbA | b ... isnot LR(0), but LR(1): (3) S—ade A—=bbA | b
Let S—,aXw—afw with {y} = First;(w) then Let S—jaXw—afw with {y}=First,(w) then
a By is of one of these forms: « By is of one of these forms:
ab®be, ab®™bbAc, ale ab®be, ab®™bbAc, aAc
LR(k)-Grammars LR(k)-Grammars
for example: for example:
(3) S—aAc A—=bbA | b ...isnot LR(0), but LR(1): (3) S—ade A—=bbA | b ...isnot LR(0), but LR(1):
Let S—,aXw—apfw with {y}=First,(w) then Let ShaXwrafw with {y}=Firstz(w) then
a By is of one of these forms: «a By is of one of these forms:
ab®™be, ab®™bbAc, aAc ab®be, ab®™bbAc, alc
(4) S—aAc A—=bAb | b 4) S—aAe A—=bAb | b

Consider the rightmost derivations:

S—=hpabt A e —ab®bb" ¢



LR(k)-Grammars

for example:

(3) S—ade A—=bbA | b

Let S—aXw—apw with {y} = First;(w)
a By is of one of these forms:

ab®be, ab®™bbAc, ale

(4) S—adc A—=bAb | b ... isnot Li(k) forany k& > 0:

Consider the rightmost derivations:

S—Lab A" c—ab”bbl ¢

LR(1)-Parsing

|dea: Let's equip items with 1-lookahead

Definition LR(1)-ltem
An LR(1)-item is a pair {&()_2 2] with

x € Follow,(B) = U{Firstl(y) | 5 —7 ‘(J@A

...isnot LR(0), but LR(1):

Revisiting the Conflicts of the LR(0)-Automaton

ldea: Matching lookahead with right context matters!

Input:

X2+ 40 T
Pushdown: RS
(o) B, TR

[T
L1
[name

£ ExT | T

I Tep | F

FTo TE) it

Admissible LR(1)-Items

The item [B — a3, x] is admissable for ~ « if:

S—hpyBw with {z} = First,(w)

[=]
=] [=]




The Characteristic LR(1)-Automaton The Canonical LR(1)-Automaton

The set of admissible 1.72(1)-items for viable prefixes is again The canonical L1(1)-automaton LR (G, 1) is created from (G 1), by
computed with the help of the finite automaton (G, 1). performing arbitrarily many e-transitions and then making the

I r Itin maton deterministic ...
The automaton ¢(G.1): esulting automato

States: LR(1)-items
Start state: [S'— e 5, €
Final states: {[B —~e, z] | B+~ € P,z € Follow,(B)}

Transitions:
(1) ([A=ae XS5 o] X [A—aXef x]), X € (NUT)

2) [.“U“...f |B— o ~] 27,

y. H(){B.ji B—~ € Plz’ € Firsty () |5 {z};

The Canonical LR(1)-Automaton The Characteristic LR(1)-Automaton

The set of admissible LR (1)-items for viable prefixes is again

The canonical L2(1)-automaton LR((. 1) is created from ¢((7, 1), by
computed with the help ofthe finite automaton (G, 1).

performing arbitrarily many e-transitions and then making the

resulting automaton deterministic ... The automaton (-(_(',‘_ 1):

But again, it can be constructed directly from the grammar;

analoguously to LR(0), we need the e-closure §; as a helper function: States: LR(1)-items
0 (q) = qU{I(_r—* .y ‘ | F[A—aleB|F 2l € ¢.8 € (NUT)* . Start state: [Sfﬁ 5, 6}
= ‘ B —=*C58 Alx € First (8 5) ;)I {z'}} Final states: {[B — e, 2] | B—~ € P,z € Follow:(B)}
' Transitions:

(1) (A —oeX§ 2 X [AvaXeb x]), X e (NUT)

) [—i—»aoB xl,e, [B— e, 2']),
A—=aBBl, B=~ e P2’ € Firsty (8) ® {x};

)
| £

This automaton works like () — but additionally manages a 1-prefix
from Follow: of the left-hand sides.



The Canonical LR(1)-Automaton

The canonical LR(1)-automaton LR(G. 1) is created from ¢(G. 1), by
performing arbitrarily many e-transitions and then making the
resulting automaton deterministic ...

But again, it can be constructed directly from the grammar;
analoguously to LR(0), we need the e-closure 47 as a helper function:

0:(g) =qU{[C ey, 2] | F[AraeBf 2] €q,3 e (NUT)

B—*CpB A xeFirst (88) @ {a'}}
Then, we define:
States: Sets of LR(1)-items;
Start state: o {[S'— 5, €]}
Final states: {¢ | 3A—=a € P: [A—ae x| € ¢}
Transitions: 6(g, X) =:[A —waXef x| [Avae X 1] €q}

The Canonical LR(1)-Automaton

For example: E - E+T | T
T — TxF | F
F = (E) | int

First;(S") = Firsty (E) = First1 (1) = First (F') = name,int, (

q = {18/ = o B, {e}], 5 = (qp.F) = A{[T +Fe 1}
[E—~ o E+T, {e,+1}],
[E— o T, {e,+}], g4 = d(qq,int) {[F —+int e
[T — o« TxF, {e, +,%}],
[T — o F, {e, +,=}], q = lap. () = A{[F—+(eE)
[F e E), {e,+, %}, [E—+ e« E+T
[F eint, {e, +, =}]} [E— T |
[T — «T x F
1 = (ag  E) = | FEw 1y [T — o F
[E+Eet+T 1} [F—+ a(E)
[F — aint
12 = (a0, T) = {[£ T's ]
[T —+TexF 1}

The Canonical LR(1)-Automaton

For example:

E —
T
o=

E+T | T
T+F | F
(E) | int

First1(S") = First{(E) = Firsty(T') = Firsty(F) = name, int, (

q0 = HES
[E —
—%1{ +
[T
[T —
[F
[
a1 = slqp, BY = {[5
[£
qz = Sqp,T) = A{[E—=T
[7
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The Canonical LR(1)-Automaton

The LR(1)-Parser:

—>{ 1 1]

Output

— > || action

goto

@ The goto-table encodes the transitions:
goto[q, X] =d(¢, X) € @

@ The action-table describes for every state ¢ and possible
lookahead w the necessary action.

The Canonical LR(1)-Automaton

Discussion:

@ In the example, the number of states was almost doubled
... and it can become even worse

@ The conflicts in states ¢1, ¢2, go are now resolved !

e.g. we have for:

4o =

with:
{e,+} N (Firsty (x F) (E/)]{G,+,*}) ={e,+}N{x}=10
The LR(1)-Parser:
Possible actions are: _ .
shift //  Shift-operation
reduce (A — ) Reduction with callback/output
error // Error
... for example: ‘ _ —
_ action | e int BEEE
E — E4+T" | T! q S0 . s
T — TxF?° | Pl G2 E,1 s
F — (E}(] | int ! ¢ E, 1 s
T,1 T,1
A 1 T,1 T,1
qa 1 r1 R
q F1 F,1 R,
o E,0 E,0 s
i B0 E0
qd1o0 'T. 0 'T. 0 5
¢ T.0 T,0 T,0
qu | F,0 F,0 F,0
g1 F0F0

F.0




The LR(1)-Parser

The construction of the LR(1)-parser:

States: QU {[} (f fresh)
Start state: qq

Final state: f

Transitions:
Shift: (p,a,pq) if g = goto[g,al,
s = action[p, w]
Reduce: (paqr ... qa,e,pq) §  [A=Fe] € qp),
g = goto(p, A),
[A— Be] = action|gz), W]
Finish:

(qop,e f) if [§"— Se] € p

with LR(G,1)=(Q,T,d,q,F).

The Canonical LR(1)-Automaton

In general: We identify two conflicts:

Reduce-Reduce-Conflict:

[A—~ye a], [A'+~e, 2] € ¢ with A A vy#£A
Shift-Reduce-Conflict:
[A—s~ye z], [A'vaeafy € ¢

with a € T und = € {a} Gy First,.(8) @k {y} .

forastate ¢ € Q.

Such states are now called LZ(k)-unsuited

The Canonical LR(1)-Automaton

In general: We identify two conflicts:

Reduce-Reduce-Conflict:
[A—~e, 2], [A/—=7'e, 2] € ¢ with Az A'vy#£A
Shift-Reduce-Conflict:
[A—=~e 2], [A/—=aeafl,y € q
withe € Tund z € {a} .

forastate ¢ € (.

Such states are now called . R(1)-unsuited

Special LR(k)-Subclasses

Theorem:

A reduced contextfree grammar ¢ is called L (k) iff the canonical
LR(k)-automaton LE(G, k) has no LE(k)-unsuited states.



Special LR(k)-Subclasses

Theorem:

A reduced contextfree grammar & is called L R(k) iff the canonical
LER(k)-automaton LR(G. k) has no LR(k)-unsuited states.

Discussion:

@ Our example apparently is LR(1)

@ In general, the canonical L R(k)-automaton has much more
states then LR(G) = LE(G,0)

@ Therefore in practice, subclasses of L12(k)-grammars are often
considered, which only use LR(() ...

Parsing Methods

N
deterministic languages
+ LR(1) = ... = LR(K)
' N
LALR(k)
( SLR(k)
LR(0)
regular
languages
\
N
LL(1) (TY} LL(k) (T 1)
A

Special LR(k)-Subclasses

Theorem:

A reduced contextfree grammar ¢ is called LE(F) iff the canonical
LR(k)-automaton LR(G, k) has no LR(k)-unsuited states.

Discussion:

@ Our example apparently is L2(1)

@ In general, the canonical L R (k)-automaton has much more
states then LR((7) = LR(G,0)

@ Therefore in practice, subclasses of L R(k)-grammars are often
considered, which only use LR(G) ...
@ For resolving conflicts, the items are assigned special
lookahead-sets:
@ independently on the state itself —— Simple LR(k)
© dependent on the state itself — LALR(k)

Lexical and Syntactical Analysis:

Concept of specification and implementation:

01[1-9][0-9]* L )
[1-9110-9] Generator 1-snO

[0-9]

E—E{op)E Generator

e




Lexical and Syntactical Analysis: Lexical and Syntactical Analysis:

From Regular Expressions to Finite Automata

012 34
0

— ) Computation of lookahead sets:

0
012 ¢

From Finite Automata to Scanners

(02) -
a,/};_‘.““* ‘wlrl 1| 1 ‘e|l

o] [C(["[H[a[1]1]o]"[)]:]

B
[i]

yd
o
wlel |

Lexical and Syntactical Analysis:

From characteristic to canonical Automata:
:

E,/'. :( Tos

. A Topic:
(1O , . I |
(R o e Jose | |
= NV AP /
. , ; \ (s () / i i
\l|,-.f;_,w;|_’q{f_f;;.|| T‘((:qf\_(_f_*_" ‘r _ Semantlc AnalySIS
__ — 21—

From Shift-Reduce-Parsers to LR(1)-Parsers:
JpEIng O]

Nl | acton |11
¢ =) (i) .
@ i ! goto




