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Scanner design

Input (simplified): a set of rules:

e action; }l
en actiony } |

Chapter 5:
Scanner design

Scanner design

Input (simplified): a set of rules:
€1 { action; }
€2 { actionj }
€k { action; }
Qutput: a program,

reading a maximal prefix w from the input, that satisfies
€1 | | €Ly

determining the minimal ¢ , such that w € [e;];
executing | actionf| for w.



Implementation: Implementation:

Idea (contd):
ldea: @ The scanner manages two pointers (A, BB) and the related states
((_[A.(jb->...
o Create the DFA P(A,) — (0. 3.6, q0. ) for the expression @ Pointer A pflnts to the last pos_Vnon in the input, after which a
e=(er]...|en); state ¢. € ' was reached,;
o Define the sets: @ Pointer B tracks the current position.
Fio= {geF|qr|lastfe]|# 0
Fro= {q € (P\F)TqMastfea]]# 0} [s[t[d[elult][-w[r][i[t[e[1[n] [(["[H[a[1[1]oc[" D]
Fy, = {_(_[E (F\(I]U.‘.UF;,_l}} |qﬁlast[ek] _—,&(f]}
A[B
@ Forinput w wefind: 6" (qo,w) € i1 | iff the scanner
must execute | action; | for w
Implementation: Implementation:
ldea (cont'd): Idea (cont'd):
@ The scanner manages two pointers (A, B) and the related states @ The current state being ¢z = (), we consume input up to
(qa,qB)... position A and reset:
@ Pointer A points to the last position in the input, after which a B = A A = 1
state ¢, € ' was reached; a8 = qo; ga = L

@ Pointer 13 tracks the current position.
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Implementation:

ldea (cont'd):
@ The current state being ¢z = (), we consume input up to
position A and reset:
B = A4 A = 1
9B = 4o; ga = L

[wirtifeddpn| [(["[H[a]1[t]o["[)];

Extension: States

@ Now and then, it is handy to differentiate between particular
scanner states.

@ In different states, we want to recognize different token classes
with different precedences.

@ Depending on the consumed input, the scanner state can be
changed

Example: Comments

Within a comment, identifiers, constants, comments, ... are ignored

Implementation:

Idea (cont'd):
@ The current state being ¢z = (), we consume input up to
position A4 and reset:

B = A A = 1;
g = qo; ga = L
B [(["[H[a[1][1]o]"]
: A B
[T TiTeTeTTn] T a0
Input (generalized): a set of rules:

(state} { e { action; yybegin(state,);}
€9 { actions yybegin(states); }
ek { action, yybegin(statey);}

}
@ The statement vyybegin (state;); resetsthe current state

fo state;.
@ The start state is called (e.g.flex JFlex) YYINITIAL.

. for example:
(YYINITIAL) "/%"  { yybegin(COMMENT); }
(COMMENT) { "% /" {yybegin(YYINITIAL); }

S ()
}



Remarks:

won

matches all characters different from  “\n”.
@ For every state we generate the scanner respectively.

® Method vyybegin (STATE); switches between different
scanners.

@ Comments might be directly implemented as (admittedly overly
complex) token-class.

@ Scanner-states are especially handy for implementing

preprocessors, expanding special fragments in regular programs.

Syntactic Analysis

Token-Stream ——>  Parser | —> Syntaxtree

@ Syntactic analysis tries to integrate Tokens into larger program
units.

Topic:

Syntactic Analysis

Discussion:

In general, parsers are not developed by hand, but generated from a
specification:

Specification Generator Parser



Discussion:

In general, parsers are not developed by hand, but generated from a
specification:

E—E{op)E Generator

Specification of the hierarchical structure: contextfree grammars
Generated implementation: Pushdown automata + X

Basics: Context-free Grammars

@ Programs of programming languages can have arbitrary
numbers of tokens, but only finitely many Token-classes.

@ This is why we choose the set of Token-classes to be the finite
alphabet of terminals 7.

@ The nested structure of program components can be described
elegantly via context-free grammars...

Chapter 1:
Basics of Contextfree Grammars

Basics: Context-free Grammars

@ Programs of programming languages can have arbitrary
numbers of tokens, but only finitely many Token-classes.

@ This is why we choose the set of Token-classes to be the finite
alphabet of terminals 7'

@ The nested structure of program components can be described
elegantly via context-free grammars...

Definition: Context-Free Grammar

A context-free grammar (CFG) is a
4-tuple G = (N, T, P, S) with:

by |
Noam Chomsky John Backus

@ |N the set of nonterminals,

T the set of terminals,

P the set of productions or rules, and
@| S € N | the start symbol




Conventions Conventions

The rules of context-free grammars take the following form: The rules of context-free grammars take the following form:
|_4|~ a With Ae N, ae|(NuT)y Asa with AeN, ac(NUT)*

... for example:
S — afSh

S — €
Specified language: }

Conventions
... a practical example:
The rules of context-free grammars take the following form: S = (stmi) . ‘
{stmt) — (if) | (while) | {(rexp);
Al a with AeN, ae(NUTD)* (if) — if ({rexp) ) (stmt) else (stmt)
{while) —  while ( {rexp) ) (stmt)
{rexp)  — int | (lexp) | {lexp) = (rexp) |

... for example:

{lexp) — name
I e |
S — €

Specified language: {a™b™ | n > 0}

Conventions:

In examples, we specify nonterminals and terminals in general
implicitely:
@ nonterminals are:| A, B|C, ..., (exp)| (stmt)]...;

e terminals are: a.p.c,...|int[name]..;




... a practical example:

S {stmt)

(stmt) (ify | (while) | (rexp);

(if) if ( (rexp) ) (stmt) else (stmt)

(while) while ( (rexp) ) (stmt)

(rexp) — int | (lexp) | (lexp} = (rexp) |
(lexp) — name |

More conventions:

@ For every nonterminal, we collect the right hand sides of rules
and list them together.

@ The j-thrule for A can be identified via the pair ,j)
(with j > 0).

Pair of grammars:

|E — E+E" | ExE' | (E)? | name’ | int?
E > EtT" | 11

7 — I'*F(] ‘ Fl

F — (E)Y | name! | int?

Both grammars describe the same language

Pair of grammars:

E — E+E | ExE | (E) | name | int
E — E+T | T

T — TxF | F

F = (FE) | name | int

Both grammars describe the same language

Derivation

Grammars are |term rewriting systems.| The rules offer feasible

rewriting steps. A sequence of such rewriting steps ag — ... — ay,

is called derivation.

... for example:



Derivation

Grammars are term rewriting systems. The rules offer feasible
rewriting steps. A seguence of such rewriting steps ap — ... — an,

Pair of grammars:
is called derivation.

... for example:
|E — E+E" | ExE' | (E)- name” | int”
E — E+T" | T!
T — TxF° | F!
F - (E)"° name ! int 2
Both grammars describe the same language
Derivation Derivation

Grammars are term rewriting systems. The rules offer feasible
rewriting steps. A sequence of such rewriting steps ag — ... — ay,
is called derivation.

Grammars are term rewriting systems. The rules offer feasible
rewriting steps. A sequence of such rewriting steps ag — ... — ay,
is called derivation.

L — + T

... for example: ... for example:



Derivation

Grammars are term rewriting systems. The rules offer feasible
rewriting steps. A sequence of such rewriting steps ag — ... — an
is called derivation.

E —- E+T
... for example: L TaT
-~ Tx«F+T
Derivation

Grammars are term rewriting systems. The rules offer feasible
rewriting steps. A sequence of such rewriting steps ag — ... — ay,
is called derivation.

, - E+T

... for example: L TaT
— |TkIF+T
— * HAE I l

— Fsint+ T

— name * int + 7
—  name * int + F
—  name % int + int

Derivation

Grammars are term rewriting systems. The rules offer feasible
rewriting steps. A seguence of such rewriting steps ap — ... — an,
is called derivation.

— E4+T
... for example: L TaT
— T+« F+T
— Txint+T
Derivation

Grammars are term rewriting systems. The rules offer feasible
rewriting steps. A sequence of such rewriting steps ag — ... — ay,
is called derivation.
E —- E+T

N T+T

— T*xF4+T

o [T xint 4+ T

— name *int + 1

—  name * int + F

— name * int + int

... for example:

Definition
The derivation relation — is a relation on words over N U T, with

a o iff a =E’T|E A o =[a] o’[zl foran|A|—{f e P




Derivation

Grammars are term rewriting systems. The rules offer feasible
rewriting steps. A sequence of such rewriting steps ag — ... — an
is called derivation.

—~ E+T

— T4+T

— T«F+T

— Txint+7T

— F'xint+ 7T

—  name *x int + 1’

—  name % int + [

—» name * int + int

... for example:

Definition
The derivation relation — is a relation on words over N U T, with
a—ao iff a=a1Aa A &’ =a;Bay foran A - 34 P

The reflexive and transitive closure of — is denoted as: | —~

Derivation

Remarks:
@ The relation — depends on the grammar
@ In each step of a derivation, we may choose:
*  a spot, determining where we will rewrite.
x  a rule, determining how we will rewrite.
@ The language, specified by ¢ is:

LG)={weT" |5 —="w}

Attention:
The order, in which disjunct fragments are rewritten is not relevant.

Derivation

Remarks:
@ Therelation — depends onthe grammar
@ In each step of a derivation, we may choose:
*  a spot, determining where we will rewrite.
x  arule, determining how we will rewrite.
@ The language, specifiedby & is:

LGV E{we T 5| —+"w

Derivation Tree

Derivations of a symbol are represented as derivation trees:

... for example: EE

name

E % E+T [ [+ [T
LU T4T
L0 TsF 4T [T]o] [F2]
=% Twint+ 7T Ve
—.».l Fsint+ T |T 1" E| EE int
— 1 namexint+ 7
— 1 namexint+ F :
— 2 name * int + int Eﬂ o
[name]

A derivation tree for A € N:
inner nodes: rule applications
root: rule application for A
leaves: terminals or e
The successors of correspond to right hand sides of the rule



Special Derivations

Attention:
In contrast to_arbitrary derivations, we find special ones, always
rewriting the|leftmost [or rather|rightmost) occurance of a

nonterminal.

@ These are called leftmost (or rather rightmost) derivations and
are denoted with the inde or respectively).
@ Leftmost (or rightmost) derivations correspondt to a left-to-right

(or right-to-left) preorder-DFS-traversal of the derivation tree.

o| Reverse rightmost|derivations correspond to a left-to-right
postorder-DFS-traversal of the derivation tree

Special Derivations

... for example:

Leftmost derivation:

(BALAT LA T (BT (L) (£

Special Derivations

... for example:

e [ [
S [FfE
T [ FE M
7]
Tname

Special Derivations

... for example: ,EE\
cololGn
JEm - EE
T E
Eﬂ int
name|

Leftmost derivation: (7, 0) (£, 1)(7,0) (T, 1) (F, 1) (F,2) (T, 1) (F,2)
Rightmost derivation:

E.0
(E,0) (1, 1) (£,2) (B, 1)(1,0) (£,2) (T, 1) (£, 1)




Special Derivations

... for example:

Leftmost derivation: (E,0) (E, 1) (7T,0) (T, 1) (F, 1) (F,2)(T,1) (F,2)
Rightmost derivation:

(E,0)(T,1) (F,2) (E, ) (T,0) (F,2)(T,1)(F,1)
Reverse rightmost derivation:

Unique grammars

Definition:

Grammar G is called unique, if forevery w e T* thereis
maximally one derivationtree ¢ of S with vyield(t) = w.

... Inour example:

~=.
E — E+E" | Exb”7 L) | name’ | int” |
E > EtIl0 | 11
T — TxFO | F! z///
F o — (E)Y | name! | int?

The first one is ambiguous, the second one is unique

Unique Grammars

The concatenation of leaves of a derivationtree ¢ are often called

zield £

e —
... for example:

B[] (e, (T[]

[F]2]

nt

gives rise to the concatenation: name * int + int .
e e

Conclusion:

@ A derivation tree represents a possible hierarchical structure of a

word.

@ For programming languages, only those grammars with a unique

)

structure are of interest.

Derivation trees are one-to-one corresponding with leftmost
derivations as well as (reverse) rightmost derivations.

cl Leftmost derivations porrespond to a top-down reconstruction of

the syntax ree.

Reverse rightmost derivations|correspond to a bottom-up

reconstruction of the syntax tree.



Basics of Pushdown Automata

Languages, specified by context free grammars are accepted by
Pushdown Automata:

Chapter 2:

Basics of Pushdown Automata i

=

The pushdown is used e.g. to verify correct nesting of braces.

Example: l / / Example:
T IJ;_:I,/
States: [o.12 ] o 1ol il States: 0,1,2 0 jall
1 a]ll 1 |alll
I Start state: 0 I T o Start state: 0 ( 1Y b 2
Final : 10,2 Final 0,2 —)
inal states: [0,2 | TARRES al states: 0, 126 2

Conventions:
@ We do not differentiate between pushdown symbols and states
@ The rightmost / upper pushdown symbaoErepresents the state

@ Every transition consumes / modifies the upper part of the
pushdown



Definition: Pushdown Automaton
A pushdown automaton (PDA) is a tuple
M =(Q.T,0,q, F) with:

@ a finite set of states;

T an input alphabet;

qgo € () the start state;

F C () the set of final states and
§C QT x(Tu{e}) xQ* afinite set of transitions

Definition: Pushdown Automaton

A pushdown automaton (PDA) is a tuple
M = (Q,T,d,q,F) with:

@ () afinite set of states;,
an input alphabet;
the start state;

<) -
° !_ O the set of final states and
° & Q+ (m x@a finite set of transitions

Friedrich Bauer Klaus Samelson Friedrich Bauer Klaus Samelson

We define computations of pushdown automata with the help of
transmons a particular computation state (the current configuration)

consisting of the pushdown content and the remaining input.

. for example: ... for example:
States: 0,1,2 [1) : E States: 0,1,2 (1’ . E
Start state: 0 , Start state: 0 1
Final states: 0,2 1 b 2 Final states: 0,2 1 b| 2
’ IE 1210 2

(0, aaabbb) (0, aaabbb) | (11, aabbb)




. for example:

States:
Start state:

Final states:

.. for example:

States:
Start state:

Final states:

0,1,2
0
0,2

aaabbhb)

0,1,2
0
0,2

aaabbb)

(11,
(111,

0 |al|ll
1 |a|ll
11 b 2
12 b | 2

aabbb)
abbb)

a| 11

11

a |11

12

(11,
(111,
(1111,
(112,

aabbb)
abbb)
bbb)
bb)

... for example:

States:
Start state:

Final states:

... for example:

States:
Start state:

Final states:

aaabbb)

aaabbb)

0 ]alll
1 |a|ll
11106 | 2
12| b | 2

(11,
(111,
(1111,

aabbb)
abbb)
bbb)

11
lﬂ bl 2

F

aabbb)
abbb)
bbb)
bb)

b)

9



A computation step is characterized by the relation - C (Q* x T%) A computation step is characterized by the relation - C (Q* x T™)*
with with

(v, Elw) ((}1-', for (v, pe]ly) €4 (v, zw) - (ay,w) for (v, a,4") €6

Remarks:

@ The relation - depends of the pushdown automaton A/
@ The reflexive and transitive closure of - is denoted by -
@ Then, the language accepted by M is

cM) =fwer||3rer: ,}

A computation step is characterized by the relation - C (Q* x T%)
with

(v, zw) b (v, w) for (v, z,4") €0

Remarks:

@ The relation - depends of the pushdown automaton A/
@ The reflexive and transitive closure of - is denoted by H*
@ Then, the language accepted by 1 is

LM) ={weT"[Ifel: (qw)"(f,€)}

We accept with a final state together with empty input.



