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Challenges for General Attribute Systems

@ an evaluation strategy can only exist if for any abstract syntax
tree, the dependencies between attributes are acyclic

@ checking that no cyclic attribute dependencies can arise is |L§ m;m
DEXPTIME-complete [Jazayeri, Odgen, Rounds, 1975]
aS

Idea: Compute a sef of dependency graphs for each symbol
s€TUN.

@ Initialize G(s) = @ for each s € N and set S(s) = {G,} for each
s € T where G, Is the dependency graph of 5.

) For eachrule s ::= sy...s, of the non- termmal s € N mit RHS
- Sp extend__l W|th graphs obtained by embeddlng the
dependency graphs G(s;), ... G(s,) into the child attributes of the
dependency graph of that e

Regular Expressions: Rules for Alternative

[[ : empty|[0]
first[0]
next[1]
next[2]

empty[1] v empty[2]
first[1] U first[2]
next[0]

next[0]

Computing Dependencies

Example: Given the grammar § ::= a | b with these dependencies:

| ® (s)
g,‘.:a j—) %

o= : f@

CORE

@O b 1@

Start with G(S) = 0, G(a) = {k[0] - j[0]}. and G(b) = {i[0] — h[0]}.




Computing Dependencies
Example: Given the grammar § ::= « | b with these dependencies:

Start with 7 Gla) = {k[0] — j[0]}, and G(b) = {i[0] — h[0]}.
Forrule S ::= q, embed G(a) into the child attributes of rule S .= a,
yielding =™ — il

G'(S) = {A[1] > A[O], (1] — k[1]j[1] = 1] J11 = JOL.K[7] —JI1]}
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Computing Dependencies (cont’d)

Result so far:

G'(8) = {h1] - A[OL, (1] —> KT1T11] — i1 j[1] — JIOL.AT/] > jT/T}

Given rule S ::= b, embed G(b) into the child attributes of rule § ::= q,
yielding ™=

G"(S) = G'(S)U{h[1] = h[0], A[1] — k[1].j[1] — i[1],/[1] = j[O], '{ | — h[1]}
%“‘ @
| ﬁ
ﬁ L
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G"(S) = {

Computing Dependencies (cont’d)

Result so far:
G'(S) = {n[1] — h[O], h[1] — K[1],j[1] — (1], j[1] = jIO], k[1] — j[/]}

Given rule § ::= b, embed G(b) into the child attributes of rule § ::= 4,
yielding

G"(S) = G'(S)U{A[1] — w0, h[1] — k[1].j[1] — i[1].j[1] — j[O],i[/] — A[I1]}

h@@

G"(S) = {

None of the graphs in G” contain a cycle ~» every derivable abstract

syntax free can be evaluated.

Dependencies for Recursive Rules

Problem: our approach fails for grammar S ::=T | a | b, T ::= S with

G(T) = (h[0] = j[1].j{0] = A[1].i[1] = k[O.k[1] = 0]} 2 S 17
l
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Dependencies for Recursive Rules

Problem: our approach fails for grammar S :=7T | a | b,T == S with

(T) = {h[0] = j[1].j10] = A[1],[1] = k[O], k[1] = i[0]}

Consider inserting G(T) into the initial G(S

e
h M

@ projection ensures finiteness of graphs
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Dependencies for Recursive Rules

Problem: our approach fails for grammar S ::=T | a | b, T := S with

T) = {h[0] = j[1],j10] = A[1],[1] = k[O], K[1] = i[0]}

Consider inserting G(T') into the initial G(S):

9
project

flh

@ projection ensures finiteness of graphs
@ maximum number of graphs for § € T UN and » attributes is

e there are 2 - (;) = n(n — 1) possible directed edges the dependency
graph of S

Dependencies for Recursive Rules

Problem: our approach fails for grammar S == T | a | b, T ::= S with

T) = {h[0] = j{1].j0] = h[1],i[1] = k[0], k[1] = i[0]}

Consider inserting G(T) into the initial G(S):

®
prcrzj»ect

/Lﬁ-

@ projection ensures finiteness of graphs
@ maximum number of graphs for § € T UN and » attributes is

Dependencies for Recursive Rules

Problem: our approach fails for grammar S ::=T | a | b, T ::= S with
T) = {h[0] =j[1],j[0] = A[1],i[1] = k[0].k[1] = {[0]}

Consider inserting G(T) into the initial G(S):

L2
project

iﬁ-

@ projection ensures finiteness of graphs
@ maximum number of graphs for S € T UN and » attributes is

e there are 2 (}) = n(n — 1) possible directed edges the dependency
graph of § ‘
@ since G(S) is a set, it contains at most 2"~ graphs




Strongly Acyclic Attribute Dependencies

Problem: with larger grammars, this algorithm is too expensive
Goal: find a sufficient condition for an attribute system to be acyclic.

Strongly Acyclic Attribute Dependencies

Problem: with larger grammars, this algorithm is too expensive
Goal: find a sufficient condition for an attribute system to be acyclic.

Idea: Compute a single dependency graph for each symbol s € N.
@ Initialise G(s) with the local dependency graph of s e NUT.

@ Foreachrules::=s;--.5, 0f 5:

@ embed the graph G(s;) at the i-th position by
@ project the edges of G(s;) onto a[0] . .. z[0]
@ add these edges to G(s) as edges over ai] .. . z[]

o if the new G(s) contains a cycle, report “may have cycle”
@ re-evaluate each rule until none of the graphs change anymore

In the example, G(S) is computed as follows:

“'C%)m h@r)m

.~
h i/ é ﬁ /“@"L/-—“\

Strongly Acyclic Attribute Dependencies

Problem: with larger grammars, this algorithm is too expensive
Goal: find a sufficient condition for an attribute system to be acyclic.

Idea: Compute a single dependency graph for each symbol s € N.

@ Initialise G(s) with the local dependency graph of s e NUT.
@ Foreachrule s ::=s;---s, Of s:
@ embed the graph G(s;) at the i-th position by
. @ project the edges of G(s;) onto a[0] ... z[0]
ge.s’*"g“ o add these edges to G(s) as edges over ai] . .. z[f]
o if the new G(s) contains a cycle, report “may have cycle”

—ae—

° re-evaluateﬂg;ﬂ_r%um‘til none of the graphs change anymore

From Dependencies to Evaluation Strategies
Possible strategies:




From Dependencies to Evaluation Strategies

Possible strategies:
@ let the user define the evaluation order
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From Dependencies to Evaluation Strategies

Possible strategies:
@ let the user define the evaluation order

© compute a strategy based on the dependencies:
@ compute a linear order from the partial order defined by G(s:)

@ if the set of dependence graphs is used, compute a different

linearization depending on the children
@ evaluate the attributes in the sequence indicated by the linear order

@ Example: regular expression attribute grammar:
@ in each G(s;), we can add the following
edges:
@ e[i] — nJj]
o efi] = f[] f /

@ [l — nl]
@ any linearization now allows the following
strategy: traverse AST trice, each visit e

computing one of e, f, g
@ consider a fixed strategy and only allow an attribute system that

can be evaluated using this strategy
Question: What are good linearizations?

From Dependencies to Evaluation Strategies

24/59

Possible strategies:

@ let the user define the evaluation order
@ compute a strategy based on the dependencies:
@ compute a linear order from the partial order defined by G(s:)
@ if the set of dependence graphs is used, compute a different
linearization depending on the children
@ evaluate the attributes in the sequence indicated by the linear order

e Example: regular expression attribute grammar:
@ ineach G(s), we can add the following
edges:
o ¢fi] — nfj]
® «fi] - £lj] f |
- e—
o f[i] — nlj] /
o~ . —. - .
@ any linearization now allows the following
strategy: traverse AST trice, each visit
computing one of e, f, g

24
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Linear Order from Dependency Partial Order

Possible automatic strategies:

© demand-driven evaluation

e start with the evaluation of any required attribute
e if the equation for this attribute relies on as-of-yet unevaluated

attribufes, compute these recursively

@ -~ visits the nodes of the syntax tree on demand
@ (following a dependency on the parent requires a pointer to the

parent)

25/59




Linear Order from Dependency Partial Order

Possible automatic strategies:

© demand-driven evaluation

@ start with the evaluation of any required attribute

e if the equation for this attribute relies on as-of-yet unevaluated
attributes, compute these recursively

@ -~ visits the nodes of the syntax tree on demand

@ (following a dependency on the parent requires a pointer to the
parent)

@ evaluation in passes
@ minimise the number of visits to each node
@ organise the evaluation of the tree in passes

o for each pass, pre-compuie a strategy to visit the nodes together
with a local strategy for evaluation within each node type

25

59

Example for Demand-Driven Evaluation

Compute next at the leaves of a(«|b) in the expressionn ((a|b)*a(a|b)):

m : next[l] := next[0]
next[2] := next[0]

D : next(1] := first[2] U (empty[2] 7 next[0]: @)
next[2] := next[0]

Example for Demand-Driven Evaluation
Compute D_elt at the leaves of_zi('n[)ju in the expressionn ((a|b)*a(alb)):

m ; next[l] := next[0]
next2] := next[0]

[] - next[1] := first[2] U (empty[2] ? next[0]: #)
next2] := next[0]

26/59

Example for Demand-Driven Evaluation
Compute next at the leaves of «(«|b) in the expressionn ((a|b)*a(alb)):

m : next[l] := next[0]
next[2] := next[0]

[] - next[1] := first[2] U (empty[2] 7 next[0]: 0)
next2] := next[0]

26/58




Example for Demand-Driven Evaluation Demand-Driven Evaluation
Compute next at the leaves of a(a|b) in the expressionn ((a|b)*a(a|b)):

m , next{l] = next[o] Observations
next2] := next[0]
@ only required attributes are evaluated
: next[l] := first[2] U (empty[2] ? next[0]: @) @ the evaluation sequence depends — in general — on the actual
next2] := next[0] syntax tree

@ the algorithm must track which attributes it has already evaluated
@ the algorithm may visit nodes more often than necessary

@ each node must contain a pointer to its parent

@ the algorithm is not local

—_—
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Demand-Driven Evaluation Demand-Driven Evaluation

Observations Observations

@ only required attributes are evaluated only required attributes are evaluated

@ the evaluation sequence depends —in general — on the actual @ the evaluation sequence depends — in general — on the actual
syntax tree syntax tree
@ the algorithm must track which attributes it has already evaluated @ the algorithm must track which attributes it has already evaluated
@ the algorithm may visit nodes more often than necessary @ the algorithm may visit nodes more often than necessary
@ each node must contain a pointer to its parent @ each node must contain a pointer to its parent
@ the algorithm is not local @ the algorithm is not local
approach only beneficial in principle: approach only beneficial in principle:
@ evaluation strategy is dynamic: difficult to debug @ evaluation strategy is dynamic: difficult to debug
@ computation of all attributes is often cheaper @ computation of all attributes is often cheaper
@ usually all attributes in all nodes are required @ usually all attributes in all nodes are required

~ perform evaluation in passes

27/59 27159




Evaluation in Passes Evaluation in Passes

Idea: traverse the syntax tree several times; each time, evaluate Idea: traverse the syntax tree several times; each time, evaluate
those equations a@ = f(blip], ... zli;]) whose attributes bliy, . . . zldy] those equations aliy] = f(b[is]. . . . z[i;]) whose attributes b[iy], ... z[i.]
are already evaluated - - are already evaluated

For a strongly acyclic atiribute system:

@ the local dependencies in G(s;) at 5; define a s%ggﬂe_ip_\.lhich
children can be visited so that at [@ast one attribute can be
evaluated after the visit of s;

@ in each pass through the tree at least one more attribute is
evaluated

@ requires at most n passes for evaluating n attributes

@ since a traversaﬁs’trategy exists for evaluating one attribute, it
might be possible to find a strategy to evaluate more attributes ~»
optimisation problem?!

@ the ability to group attributes depends on the design of the _
equation system

28/50 26159

Evaluation in Passes Implementing Local Evaluation
Idea: traverse the syntax tree several times; each time, evaluate . .
those equations a[i,] = f(b[iy). . . . z[i.]) whose attributes b[iy). . . . 2[i.] Consider example: numbering the leafs of a syntax tree

are already evaluated
For a strongly acyclic attribute system:

@ the local dependencies in G(s;) at s; define a sequence in which
children can be visited so that at least one attribute can be
evaluated after the visit of s;

@ in each pass through the tree at least one more attribute is
evaluated

@ requires at most n passes for evaluating » attributes

@ since a traversal strategy exists for evaluating one attribute, it
might be possible to find a strategy to evaluate more attributes ~
optimisation problem?!

@ the ability to group attributes depends on the design of the
equation system

...in the example:

@ empty and first can be computed together
@ next must be computed in a separate pass

28/59 20/59




Implementing Local Evaluation

Consider example: numbering the leafs of a syntax tree

29/85!

The Local Attribute Dependencies

e
pre pre
S

el [

@ the attribute system is apparently strongly acyclic
@ each node computes
@ the inherited attributes before descending into a child node

(corfesponding to a pre-order traversal)
@ the synthetic attributes after returning from a child node
(corresponding to post-order traversal)

Implementing Numbering of Leafs

Idea:

@ use helper attributes pre and post

@ in pre we pass the value of the last leaf down (inherited attribute)

@ in post we pass the value of the last leaf up (synthetic attribute)
e T —

g

root:  pre[0]

post[0] := post[l]

. e W
node: pre[l] := pre[0]
— prel2] := postl]

post{0] = post[2] |l

leaf:  post0] := pre[0]+1

\)

pre[l] = @e[(q I_a

DI

30/59

The Local Attribute Dependencies

e
pre pre
S
el T

@ the attribute system is apparently strongly acyclic
@ each node computes
@ the inherited attributes before descending into a child node
(corresponding to a pre-order traversal)
@ the synthetic attributes after returning from a child node
(corresponding to post-order traversal)
o if all atiributes can be computed in a single depth-first traversal
that proceeds from left- to right (with pre- and post-order
evaluation)

@ then we call this attribute system L-affribuied.

31/59




L-attributed
Definition
An attribute system is L-attributed, if for all productions s ::=s; ... s,
every inherited attribufe of s; where 1 < j < n only depends on
@ the attributes of sy, 55, ...s;_; and
@ the inherited attributes of s.

L-attributed
Definition
An attribute system is L-attributed, if for all productions s ::=s; ... sy,
every inherited attribute of s; where 1 < j < n only depends on
@ the attributes of s, s, ...s_; and
@ the inherited attributes of s.

Origin:
@ the attributes of an L-attributed grammar can be evaluated during
parsing
@ important if no syntax tree is required or if error messages
should be emitted while parsing
@ example: pocket calculator

32/59 32/59

L-attributed
Definition
An attribute system is L-attributed, if for all productions s ::= sy ... s,
every inherited attribute of s; where 1 < j < n only depends on
@ the attributes of s, s5. ...5;_; and
©@ the inherited attributes of s.

Origin:
@ the attributes of an L-attributed grammar can be evaluated during
parsing
@ important if no syntax tree is required or if error messages
should be emitted while parsing
@ example: pocket calculator
L-attributed grammars have a fixed evaluation strategy: a single
depth-first traversal - 7
@ in general: partition all attributes into_/i: AU, .. U@such that
for all attributes in A; the attribute system is L-attributed
@ perform a depth-first traversal for each attribute set 4;
~» craft attribute system in a way that they can be partitioned into few
L-attributed sets

Practical Applications

@ symbol tables, type checking/inference, and simple code
generation can all be specified using L-attributed grammars




Practical Applications Practical Applications

@ symbol tables, type checking/inference, and simple code @ symbol tables, type checking/inference, and simple code
generation can all be specified using L-attributed grammars generation can all be specified using L-attributed grammars

@ most applications annotate syntax trees with additional @ most applications annotate syntax trees with additional
information information

@ the nodes in a syntax tree often have different types that @ the nodes in a syntax tree often have different fypes that
depends on the non-terminal that the node represents depends on the non-terminal that the node represents

@ the different types of non-terminals are characterised by the set
of attributes with which they are decorated

33/59 33

Practical Applications Implementation of Attribute Systems

In object-oriented languages, use a visitor pattern:
@ class with a method for every non-terminal in the grammar
public abstract class Regex {
public abstract void accept (Visitor v);
}
@ by overwriting one of the following methods, we implement an
attribute-specific evaluation

@ symbol tables, type checking/inference, and simple code
generation can all be specified using L-attributed grammars

@ most applications annotate syntax trees with additional

information public interface Visitor {
@ the nodes in a syntax tree often have different types that public void Visme) { re.children (this); }
depends on the non-terminal that the node represents public void visit (Bar re) | re.children(this); }
@ the different types of non-terminals are characterised by the set ool ik [Tk 1 { .
of attributes with which they are decorated public void visit (Token tok) {} VL s K { R
@ example: a statement may have two attributes containing valid J . _ - =
identifiers: one ingoing (inherited) set and one outgoing © we pre-define a depth-first traversal of the syntax tree
(synthesised) set; in contrast, an expression only has an ingoing public class OrEx extends Regex {
set RegEx 1, I

public void accept (Visitor y) { y.visit(this); }
public void children (Visitor v) {
l.accept(v); r.acce V)i

I

33/59 34/59




Symbol Tables

Consider the following Java code:
@ within the body of bar the

definition of A is shadowed by the
local definition

ch ] veoid EQ—? 01 @ each declaration of a variable v
apter 2: int A; | requires the compiler to set aside
veid bar() some memory for v; in order to
Symbol Tables double Lij perform an accesSTo v. we need
— Ve o) which declaration the
2= 0.5 to k hich declaration th
} write (A); access is bound
A - 2 @ we consider only stafic binding,
Tar () ' where the definition of a name v,
o is in scope at all program points
te (A); o
) write () within the block
@ however, t inding is not visible
within local declarations of v are
in scope
Scope of Identifiers Scope of Identifiers
void foo() { void foo () {
int A; int A; }
void bar () { void bar () {
double A; double A;
A = 0.5; A = 0.5; scope of double A
write (A) ; scope of int A write (B);
} }
A = 2; A= 25
bar () ; bar () ;
write (A); write (A); y




Scope of Identifiers Visibility Rules in Object-Oriented Languages

1 public class Foo {
. 2 int x = 17;
d f ~ - ; o
void foo() { ok % 3 protected int y = 5; w | & @ -
int A; %\'M 4 private int z = 42; @ S |8 S
void bar() | 5 public int b () { return X; } | Modifier 5l& a2
double A: S, }1 4 public R Arari
o e A; class Bar extends Foo ({ protected 77 71X
A = 0.5; scope of double 2 8 protected double yv = 0.5; no modifier 77 Tx T x
write () ; 9 public int b (int a) rivate 7 7 X | x
10 { return a+x; } pri
} , 11 )
A = 2; .
bar () ; MA Observations:
write (A); Mb{-
}
administration of identifiers can be quite complicated...
Visibility Rules in Object-Oriented Languages Dynamic Resolution of Functions
1 public class Foo {
2 - int x = l7r: v | 2 public class Foo {
3 protected int y = 5; ol @18 5 protcted int foo() { return 1; }
4 private int z = 42; 2 S | 2 s }
. . RS, . - >S5
5 public @nt b() { return 1; } | Modifier old |3 |2 class Bar extends Foo ({
6 } public 17 1717 protected int foo() { return 2; }
7 class Bar extends Foo { protected 7 7 T x public int test (boolean b) {
8 protécted doul_ale'y_: 0.5; nomodifier || 7 |/ | X | X Foo x = (b) ? new Foo() : new Bar();
9 public @pt b(int a) private 71X X X return x.foo();
10 { return a } }
1} }
Observations: Observations:

@ private member z is only visible in methods of class Foo

@ protected member y is visible in the same package and in
sub-class Bar, but hereé it is shadowed by double y

@ Bar does not compile if it is not in the same packag-gas Foo
@ methods b with the same name are different if their arguments

differ ~+ static overloading




Dynamic Resolution of Functions

public class Foo {
protcted int foo() { return 1; }
}
class ﬁr extends Foo {
protected int fgoo() { return 2; }
public int tesf (boolean b) {
Foo x = (b) ? new Foo() : new B_‘a_g();
return x.foo();
}
}

Observations:
@ the type of x is Foo or Bar, depending on the value of b
@ x.foo () eithercalls fog in Iine_.g orin Iine’5

Resolving Identifiers

Observation: each identifier in the AST must be
translated into a memory access -

39/59

Resolving Identifiers

Observation: each identifier in the AST must be
translated into a memory access
Problem: for each identifier, find out what memory

needs to be accessed by providing rapid access to its
declaration

Idea:

Q rapid access: replace every identifier by a unique “name”,
namely an integer

e integers as keys: comparisons of integers is faster
@ replacing various identifiers with number saves memory

40/59

Resolving Identifiers

Observation: each identifier in the AST must be
translated into a memory access
Problem: for each identifier, find out what memory

needs to be accessed by providing rapid access to its
declaration

|dea:

@ rapid access: replace every identifier by a unique “name”,
namely an integer

e integers as keys: comparisons of integers is faster
@ replacing various identifiers with number saves memory

@ link each usage of a variable to the declaration of that variable
@ track data structures to distinguish declared variables and visible

variables
B

e for languages without explicit declarations, create declarations
when a variable is first encountered

40/59
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(1) Replace each Occurrence with a Number

Rather than handling strings. we replace each string with a unique

number.
—

|dea for Algorithm:

Input: a sequence of strings
Output: @ sequence of numbers
© table that allows to retrieve the string that
corresponds to a number

Apply this algorithm on each identifier in the scanner.

41/59

Example for Applying this Algorithm

Input:

~ Peter | Piper | picked | a | peck | of | pickled | peppers

If | Peter | Piper | picked | a | peck | of | pickled | peppers

wheres | the | peck | of | pickled | peppers | Peter | Piper | picked |
”~

Output:

42/59

Example for Applying this Algorithm

Input:
o 4 e 32 4 & ¢ +
| Peter | Piper t picked | a | peck | of | pickled | peppers
¢

0 4
If | Peter t Prper | prcked t a t peck | of t prckled t peppers

Il
wheres | the | peck | of | prckled | peppers t Peter t Prper | prTed t

Output:

Example for Applying this Algorithm
Input:

~ Peter | Piper | picked | a | peck | of | pickled | peppers

If | Peter | Piper | picked | a | peck | of | pickled | peppers

wheres | the | peck | of | pickled | peppers | Peter | Piper | picked |

Output:
[0]1]2[3]4]5]6[7[8]1][2]3[4]5]6]7

9[foJ4]5[6]7]0]1 2]
and

S g?tg & | pickied

P 7 | peppers

2 | picked s 1

31a 9 | wheres

4 | peck 10 | the

5| of

42/59




Implementing the Algorithm: Specification

ldea:
@ implement a partial map: S _: String—int

@ use a counter variable int count = 0; to track the number of
different identifiers found so far

We thus define a function int getlndex(String w):

int getlndex(String w) {
if (S (w) = undefined) {
S=Sa
return countti:

else return S (w);

}

Data Structures for Partial Maps

possible data structures:

@ list of pairs  (w,i) € String x int :

(1) -

O(n) ~+ 00 expensive X
———
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Data Structures for Partial Maps

possible data structures:

@ list of pairs  (w,i) € String x int :

o(1)

O(n) ~» 100 expensive X
@ balanced trees :

O(log(n))

O(log(n)) ~» t0o expensive X

—
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Data Structures for Partial Maps

possible data structures:

@ list of pairs  (w,i) € String x int :
Q1)
O(n) ~+ 100 expensive X

@ balanced trees :
O(log(n))

O(log(n)) ~ too expensive X
@ hash tables :

Q1)

Q1) on average v’

44/ 5¢




Data Structures for Partial Maps

possible data structures:

@ list of pairs  (w,i) € String x int :

O(l)

O(n) ~» 100 expensive X
@ balanced trees :

O(log(n))

O(log(n)) ~~ 100 expensive X
@ hash tables :

O(l)

O(l) on average v

caveat: we will see that the handling of scoping requires additional
operations that are hard to implement with hash tables

An Implementation using Hash Tables

@ allocated an array M of sufficient size m

@ choose a hash function H : String — [0, m — 1] with the following

properties:
@ H(w) is cheap to compute

e H distributes the occurring words equally over [0, m — 1]

Possible choices (¥ = (xq,...x,_1)):

Ho(X) = (xg +x—1)%m

Hi(X) = (i:&? P % m
Hy(X)= (xo+p-(x1+p-(cotp-xp_qg--)))%m

f'ur eine Primzahl p (z.B. 31)

@ We store the pair (w, i) in a linked list located at M[H (w)]

44/59
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Computing a Hash Table for the Example

With m = 7 and H, we obtain:

0 —1 If [8] ] the [i0]

_‘ (pickled ‘ 6 }_‘ peck | 4 }_‘ @ickleﬁ) ‘ 7 |
| of |51 | wheres [9] | peppers | 7]

2

(5]

—{ ®ipedl [1}—{ Betb [0} | 2 [3]

n

In order to find the index for the word w, we need to compare w with
all words x for which H(w) = H(x)

Data Structures for Partial Maps

possible data structures:

@ list of pairs  (w,i) € String x int :
Q1)

O(n) ~+ 100 expensive X
@ balanced trees :

f ¢
O(log(n))

O(log(n)) ~+ too expensive X

@ hash tables :
Q1)
Q1) on average v’

O(q )
caveat: we will see that'the handling of scoping requires additional

operations that are hard to implement with hash tables

(4, ()

-
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Resolving Identifiers: (2) Symbol Tables

Check for the correct usage of variables:
@ Traverse the syntax tree in a suitable sequence, such that

@ each definition is visited be its use

@ the currently visible definition is the last one visited

o for each identifier, we manage a stack of scopes

@ if we visit a declaration of an identifier, we push it onto the stack
" -_-—-_-—_—_—. "

@ upon leaving the scope, we remove it from the stack

o if we visit a usage of an identifier, we pick the top-most

declaration from its stack

@ if the stack of the identifier is_ empty. we have found an error
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Example: A Table of Stacks

int a, b; // V, W
b =5;

if (b>3) {
int a, c¢;
a = 3;

c =a + 1;
b = ¢;
else |

int c¢;

c =a + 1;
b = ¢;

/XY

—

/7 a2

}
b =a + b;
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Example: A Table of Stacks

L
T

T

e 1
int a, b;
b = 5;

(b>3)

5 T

/YW

1i int &, Ci V4 X Y

T

Ty
}

= 3,
ch ax+ 1;
buf* C;y
} else {
int c; Y4 73
’ =
cz= agt 1;
QW S
}
b = + Db;
[77%4 %/ e

a

b

a

b

a

b

a

b

q&\'<

NiT ~<g£=

£
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d declaration node
b basic block
a assignment

Resolving: Rewriting the Syntax Tree

int a, b; // V

b = 5;
if (b>3) {
int a, c;

a

b c;
else |
int c;

b = c;

b=a+ b;

/X, Y
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Resolving: Rewriting the Syntax Tree Alternative Resolution of Visibility

. @ resolving identifiers can be done using an L-attributed grammar
d declaration node int &, b; // V, W @ equation system for basic block must add and remove identifiers

b basic block if (553
a assignment a=3;

} else {
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