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Goal of Type Checking

In most mainstream (imperative / object oriented / functional) programming languages,
variables and functions have a fixed type.
for example: int, voidx, struct { int x; int y; }.

Types are useful to

e/ manage memory

0|select correct assembler instructions |
0| to avoid certain run-time errors |
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Type Checking

Il

Goal of Type Checking

In most mainstream (imperative / object oriented / functional) programming languages,
variables and functions have a fixed type.
for example: int, voidx, struct { int x; int y; }.

Types are useful to
@ manage memory
@ select correct assembler instructions
@ to avoid certain run-time errors

In imperative and object-oriented programming languages a declaration has to specify a
type. The compiler then checks for a type correct use of the declared entity.
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Type Expressions

Types are given usingliype-expressions)

The set of type expressions 7' contains:
@| base types] int, char, float, void, ...
@) type constructors| that can be applied to other types

Type Checking

Problem:
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Type Expressions

Types are given using type-expressions.
The set of type expressions 7' contains:

@ base types: int, char, float, void, ...
@ type constructors that can be applied to other types
example for type constructors in C:

@ structures] struct (;.. s ar;} |

@ pointers] ¢ *

@ arrays :m

@ the size of an array can be specified
@ the variable to be declared is written between ¢ and

@ functionsyt (t1,...,tx)
o the variable fo be declared is written betweer] { It

Type Checking

Problem:

Given: A set of type declarations I" = {t1 z1;...tm Tm; }
Check: Can an expression e be given the type ¢?

Example:

struct { int info; struct listx next;
int(struct listx 1) { return 1; };
struct { struct list+ c;}=* IEI,

intx a[ll];

}i

Consider the expression:

calf (b->c)]+2; ‘
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Type Checking using the Syntax Tree

Check the expression xa [ £ (b—->c) ] +2:

Idea: [®]

@ traverse the syntax tree bottom-up
@ for each identifier, we lookup its type in "

@ constants such as 2 or 0.5 have a fixed type

@ the types of the inner nodes of the tree are deduced using typing rules

Type Systems for C-like Languages

More rules for typing an expression:
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. I''Fer @ tx I' Fey : int
Array- F '*61[62] oot
. kel : t]] I' Fez : int
Array. I |_e1[62} ot
Struct: I'ke: Sthrl,l_Cteit_l lei...tm m; }
. ke : t(ts,..., tm) F'kFer: t1 ... ' Fem : tm
App: I' Fe(er,...,em) @
. I''bFe ¢ I''Fey @t
Op L: I Feldes @ ¢
Op —: ke : @ I'Fex : t2 t2 can be converted to 1
p=: I''Feir=ey : t1
Explicit Cast: I' He : 1] [t can be converted to ¢

r I—I(tl)e:
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Type Systems for C-like Languages

Formally: consider judgements of the form:
I'kFe: t

// (inthe type environment I the expression e has type ¢)

Axioms:
Const: T' Fc: te (te type of constant c)
Var: 'tz I'(x) (z  Variable)
Rules: . .
. I'kFe: t LD ke s tx
e TFEer eret

Type Systems for C-like Languages

More rules for typing an expression: with| subtyping relation

—
<

tm

. I'kFer : tx I' Fes : int
Array- I F 61[62] ot

. ke : t]] I' Fez : int
Array. I' - 61[62] A
Struct: I'lke: S?T_Cte Ef,l .al;t..tm am; }
App: I' e : tit1,....tm) FFe1:m... I' Fem :

I' Fe(el,...,em)

t

Op O: F)—elzm FI—ez:,EI
T Feildes : [tallta
Op:Z kel : t1 I Fex : to to < 1
I' Fer=es @
. ¥ 5 <
Explicit Cast: Lhe:its Jlash
T'F(t)e: &
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